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Abstract—As technology processes scale up and design com-
plexities grow, system-on-chip integration continues to rise
rapidly. According to these trends, increasing test data vol-
ume is one of the biggest challenges in the testing industry.
In this paper, we present a new test data compression method
based on reusing a stored set with tri-state coding (TSC). For
improving the compression efficiency, a twisted ring counter is
used to reconfigure twist function. It is useful to reuse previ-
ously used data for making next data by using the function
of feedback of the ring counter. Moreover, the TSC is used to
increase the range information transmission without additional
input ports. Experimental results show that this compression
method improves a compression ratio and a test time on both
International Symposium on Circuits and Systems’89 and large
International Test Conference’99 benchmark circuits in most
cases compared to the results of the previous work without
a heavy burden on the hardware.

Index Terms—Automatic test equipment (ATE), logic
testing, system-on-chip (SoC), test data compression, tri-state
coding (TSC), tri-state detection, tri-state input, twisted ring
counter (TRC).

I. INTRODUCTION

DUE TO innovations in the manufacturing technology of
system-on-chips (SoCs), more intellectual property cores

and modules can be integrated into a single chip. In large
designs such as SoCs, attaining a high-test quality requires
more test patterns targeting delay faults and other fault models
beyond stuck-at faults [1]. As the test data volume increases,
memory modification of automatic test equipment (ATE) is
required as well as additional test application time (TAT). As
a result, the cost to sufficiently test SoCs increases.

There are two solutions to overcome the above problems:
1) built-in self-test (BIST) and 2) test data compression. The
former solution needs no external tester, but it is less appropri-
ate for logic testing than memory testing. It leads to inadequate
test coverage because of its random-resistant fault and bus con-
tention during the test application [2]. For this reason, a variety
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of test data compression methods have been developed and
used by most SoC designers.

To achieve this, the general test data compression schemes
are required to have additional decompression hardware in
the SoC and they are necessary to operate this method by
the external tester. In spite of these disadvantages, the test
data compression is the most preferred test method in the
industry because it is compatible with the conventional design
rules and is even suitable to the scan testing [1]. In addition,
it can reduce the amount of the test data required for an exter-
nal tester such as an ATE, improve the TAT and maintain
high-fault coverage [3]. The compression schemes are stored
in the ATE and the test data are transmitted onto the circuit
under test (CUT) through test ports, i.e., test data input (TDI)
ports.

Test data compression schemes can be classified into three
categories: 1) code-based; 2) linear-decompression-based; and
3) broadcast-scan-based [1]. The linear-decompression-based
scheme decompresses test data with linear-feedback shift
registers (LFSRs), ring generators or exclusive OR (XOR)
networks [4]. This technique can generate a test cube (with
many don’t care bits) using an LFSR with a compact seed or
by using a simple XOR network [5]. It takes advantage of the
fact that typical scan test patterns have very few specified bits,
hence, most test patterns are not specified, i.e., don’t care [6].
The broadcast-scan-based scheme broadcasts few control bits
and generates a large number of bits to scan chains [7]. A TDI
that is scanned in through a scan input of a tester is shared
among multiple scan cells [8]. Moreover, this scheme is much
simpler than the linear-decompression-based scheme.

Although the linear-decompression-based and the
broadcast-scan-based schemes can often acquire better
compression efficiency and are available on commercial
tools [1], they need some circuit structural information
for automatic test pattern generation (ATPG) or fault
simulation [9]. Additionally, the ATPG for these schemes
generate more test patterns than the code-based scheme
because their decompressor cannot make the exact intended
patterns for detecting faults due to dependency of the decom-
pressor structure. Moreover, these problems produce many
switching activities and experience large power consumption
issues, which degrade the test reliability.

The code-based scheme compresses test data using a num-
ber of codewords, which are made up of binary bit streams
based on some specific properties of the underlying test
data [9]. This scheme has an on-chip decoder, which decodes
the compressed test data from the ATE and delivers the
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decompressed test data to the scan cells [10]. This on-chip
decoder can be easily designed because it has a simple struc-
ture such as a small finite state machine and some controllers.
Hence, this scheme makes them more applicable for designs.

The remainder of this paper is organized as follows.
Section II describes the preliminaries of related works in
the code-based test data compression, the tri-state input
test data, the reusable characteristic of a shift register, and
the test data analysis, and we also present the motivation.
In Section III, the proposed compression method, tri-state
coding (TSC), is introduced. Section IV describes the
proposed decompression architecture that is composed of
a tri-state detector, a decompressor, a reconfigured twisted
ring counter (R-TRC), and a scan chain. The experimental
results are shown in Section V, and we conclude this paper
in Section VI.

II. PRELIMINARIES AND MOTIVATION

A. Code-Based Test Data Compression

The code-based scheme has been researched over the years
to reduce the required test data and decrease the test time
with smaller hardware in comparison to other schemes. Both
the amount of test data and TAT are major issues for SoCs
from an economic testing point of view [15]. At this point,
the code-based test data compression is one of the best solu-
tions for the problems. This scheme encodes test cubes which
consist of test data with unspecified bits.

Huffman coding is known to be the most effective
statistical-based coding method because it is proven to
provide the shortest average codeword length among
all uniquely decodable variable length codes [13]. Some
Huffman coding-based compression methods are published
in [14]–[18]. Although there are a high-compression ratio,
making a Huffman tree requires large internal hardware.
The run-length-based compression method encodes runs
of patterns as values and counts [9]. Examples of these
method include Golomb coding [19], cyclical scan reg-
ister (CSR)-based run-length code [20], frequency-directed
run-length (FDR) code [3], extended FDR code [22], and
dual-run-length code [2]. For improving compression effi-
ciency, data-independent pattern run-length (DIPRL) [23] has
been proposed. It takes advantage of equality and com-
plementarity of patterns, but it requires a large hardware
area overhead. Similar to DIPRL, 2n-PRL [9] compression
has been published recently; it encodes 2|n| runs of compat-
ible or inversely compatible patterns. It has the advantage
of simple and easy decompression logic, but it still does
not have sufficient compression efficiency. Another method is
the dictionary-based code; it is researched in [24]–[26]. This
method is useful for the embedded systems domain because it
provides good compression efficiency as well as a fast decom-
pression mechanism [10]. Recently, a more optimized version
was proposed in [7] and a mixed bit-mask method was pro-
posed in [10]. A new method based on the reuse of parts of
dictionary entries [11] considerably improves the test com-
pression efficiency, but it still requires quite a large amount of
internal memory for storing some dictionary patterns. From

a hardware area overhead point of view, the fact that the
dictionary overhead is a large burden cannot be overlooked.

In this paper, we use feedback and twist characteristic of
the R-TRC for reusing previously used test data. Moreover,
the inserted test data used in the proposed method are
tri-state levels. In Sections II-B and II-C, we describe more
details of these characteristics. This method overcomes the
high-hardware area overhead of the dictionary-based and
Huffman methods and the low-compression ratio of the
run-length-based method.

B. Input Test Data Consisting of Tri-State Values

As previously mentioned, the input test data which are
stored in the ATE memory is generally composed of binary
value (“0” and “1”). Although most ATE can support the
Hi-Z value transmission from its connected ports, the formal
test data compression methods have never attempted to use the
Hi-Z values in the design-for-testability (DFT) field. However,
we initially use the Hi-Z value for improving the compression
efficiency that is beneficial to the environment-limited channel
bandwidth. Hence, entropy can be increased for this situation.

In order to communicate with channels using three lev-
els of information, some tri-state detection circuits have been
researched in [12] and [27]–[29]. To apply the DFT flow, we
select the circuit from [29]; it can be easily combined with
the existing decompressor. This circuit requires only six tran-
sistors; hence it has a low-area overhead and complexity. The
operation of this circuit is very simple. The truth table [29]
shows that the output values are determined according to
input values. Because most internal digital logic has difficulty
handling the Hi-Z value, it is necessary to insert a binary con-
version module between the input ports and decompressor.
In [29], this circuit converts a bit with a tri-state value to two
bits of data with a binary value.

Adding this circuit for the DFT application is very use-
ful, especially in cases with a dependence on the ATE such
as the test data compression method. For this, there is no
additional cost for modifying the external tester because most
existing ATE generally supports Hi-Z output. Besides, it over-
comes the restriction in the number of TDI ports, published
to the standard of IEEE 1149.1 [30]. As a result, this circuit
enables the use of tri-state level input data in order to insert
the compressed test data and control the decompressor.

C. Characteristic of the Twisted Ring Counter for Reuse

In the code-based test data compression, there are a vari-
ety of methods for reusing stored data. An example is the
CSR [17], [20] which added a XOR gate and registers before
the CUT. Although the CSR is useful for reducing the amount
of test data by making a longer run length through using
difference test data, it is not practical to use this module
in the data compression architecture [33]. This is because
the hardware area overhead grows by the length of the
scan chain [34]. An additional application is widely used by
LFSRs [35], [36] for the linear and broadcast-based test com-
pression schemes. It consists of a shift register and extra XOR
gates; therefore, it is used for the pseudo-random sequence
generator. However, this approach is limited for the reuse
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Fig. 1. Test data compositions of ISCAS’89 circuits.

concept because it is dependent on the longer length shift
registers for a high-feedback probability.

To overcome the problems discussed above, the
R-TRC is used to improve reusable data. The R-TRC
has been used to generate test data for test data
compression [37] and BIST [38] by reconfiguring the
property of it. Flip-flops of ring counter in the TRC can be
used to store the test data. However, if the compression ratio
is proportional to the length of the R-TRC, inserting a chip
for the test is not useful because the hardware area overhead
significantly increases. Therefore, considering the compres-
sion ratio and the hardware area overhead, this length needs
to be calculated appropriately. In Section V, we present this
relationship and propose an acceptable length.

D. Test Data Analysis

Since test patterns extracted from the ATPG have many
unspecified bits, an important advantage exists that makes
the test patterns flexible for improving the compression effi-
ciency. According to our test data analysis of the International
Symposium on Circuits and Systems (ISCAS)’89 circuits [31],
it has been observed that the test data contain a number of
unspecified bits, as shown in Fig. 1. A deterministic ATPG
algorithm of TetraMAX is used in a test generation tool of
Synopsys. In most of the ISCAS’89 circuits, over 74% of the
bits are unspecified. Even the care bit density of most test sets
is 1%–5% [1], [32] in the industrial circuits. Moreover, most
unspecified bits are directed specifically at the deterministic
patterns, which take over 80%–90% of the latter test patterns.
Therefore, most test sets (about 80%–90%) can easily produce
similar content.

E. Motivation

As mentioned above, although many test data compres-
sion methods have been developed, the test data compression
method is restricted to a few approaches: 1) run-length;
2) Huffman; and 3) dictionary. These methods cannot
completely consider the three main issues for test data
compression: 1) the compression ratio; 2) the hardware
area overhead; and 3) the TAT. Hence, more than one of these
issues tends to be ignored.

The main purpose of a new method is to understand and
overcome these problems in contrast with the previous works.
For this reason, we improve the reusing of the test data to

Fig. 2. Simple test architecture using the 10-bit R-TRC.

Fig. 3. Procedure for the proposed test data compression based on TSC.

use the characteristics of the ring counter in the R-TRC and
apply the tri-state input data using the tri-state detector. These
methods are possible to acknowledge the three main issues at
the same time. While the compression ratio and the TAT are
better, the increase in the hardware area overhead is very small.
The achieved experimental results are presented in Section V.

III. COMPRESSION METHOD

We propose a new test data compression method using the
TSC that maximizes reusing frequencies of the stored split
data. The R-TRC is composed of a ring counter and a mul-
tiplexer (MUX) as shown in Fig. 2. The MUX enables both
feedback and twist mode as needed. In addition, the twisted
data can be selected as C_in data. Hence, this module can save
and change the internal data according to the MUX selection.
Section IV discusses the details. The compression procedure
following the TSC is conceptually illustrated in Fig. 3. Note
that, the extracted test data from the ATPG are split into the
length of the R-TRC. Then, each split data is matched with
the unspecified bits. Finally, full filled split data are com-
pressed into tri-state code using the R-TRC. While the length
of the compressed test data is variable, the decompressed test
data is generated at a fixed length. Hence, it is based on
the variable-to-fixed compression method. To explain in more
detail, we sequentially demonstrate this compression flow and
illustrate its examples.

A. Test Data Split

The original test data set, TD, for a circuit with n test pat-
terns, which are generated by the ATPG, can be represented
by an n-tuple set, TD = {T1

D, T2
D, . . . , Tn

D}, where the length
of ith test data, Ti

D, which consists of 0s, 1s, and Xs, match
the length of the scan chain, lSC. After acquiring the above
test data, TD, the next strategy is for each Ti

D to be split into
the length of the R-TRC, lSR. Hence, this makes the m × n
split test data sets, Ti

D = {T(i−1)m+1
d , T(i−1)m+2

d , . . . , Tim
d },

where each Ti
d is a subset of Ti

D and the length of these sub-
sets is lSR. Hence, test data TD is composed of the subsets of
Ti

d with slices of m × n, as shown in Fig. 4.
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Fig. 4. Test data split into the length of the R-TRC.

TABLE I
SIMPLE EXAMPLE FOR SPLIT TEST DATA

Let us consider the following case where lSC = 30 and
lSR = 10; the example is illustrated in Table I. Here, the value
of lSR must be determined by a certain standard because this
length is associated to the hardware area overhead and com-
pression ratio. The amount of compressed test data can be
predicted for determining a suitable lSR by the following:

CB(TD) ∼= |TD| ×
[
1 − Pm

(
Ti

d, Ti+1
d

)]
× Rpi + m × n (1)

where CB(TD) is the number of compressed bits of the test
data, TD, |TD| is the size of the test data, and Pm(Ti

d, Ti+1
d )

is the probability of match between Ti
d and Ti+1

d ; it can be
written as follows:

Pm

(
Ti

d, Ti+1
d

)
= 1

n × m − 1

n×m−1∑
i=1

(
Ti

d == Ti+1
d

)
(2)

where (Ti
d == Ti+1

d ) is 1 if Ti
d can match Ti+1

d com-
pletely; otherwise, it is 0. Rpi is the ratio of the partial input
insertion data for changing the stored the R-TRC data when
(Ti

d == Ti+1
d ) is 0. Rpi can be roughly regarded as constant

at 0.48, which is a heuristic result by our experiment. The last
term, m×n, is the number of the split test data. The Hi-Z sig-
nal is always assigned to the end of the split test data set, Ti

d,
to announce the end of the insertion in the R-TRC. A more
specific reason is illustrated in Section IV.

Finally, the key is that the two terms, Pm(Ti
d, Ti+1

d ) and m,
are dependent on lSR. Therefore, lSR is closely related to the
compression ratio and hardware area overhead. The effort to
obtain a saturated area for proper lSR is important for acquir-
ing improved results. The accuracy of (1) is specified for the
experimental results in Section V.

Fig. 5. Forward X-filling for making more matching data.

TABLE II
SIMPLE EXAMPLE FOR FORWARD X-FILLING

B. Matching the Split Test Data With the Unspecified Bits

After producing the split test data, each split test data needs
to be made to a lot more matching data by filling the
unspecified bits to 0 or 1 because the R-TRC efficiently
improves the compression ratio with them. In order to com-
press the split test data, the two steps should be performed:
1) a forward X-filling for more matching data and 2) a back-
ward X-filling for using the R-TRC. The unfilled split test
data, Ti

d, are converted to forward X-filled split data, Ti
p,

where Ti
P = {T(i−1)m+1

p , T(i−1)m+2
p , . . . , Tim

p }; they are a
subset of TP.

Additionally, the variable Neq is added to store the match-
ing point compared to a previous test data and this point is
the number of matching bits and is used in the next step for
encoding the data. Let us assume that lSC is 30 and lSR is 10,
the forward X-filling method is represented in Fig. 5, where
xi indicates a binary or an unspecified bit. This method is pre-
ceded in the forward direction following the arrow. If it is
a first test data, X-filling is not applied to this data and Neq
is assigned 0. From the second test data to the last test data,
searching the matching part between the current split test data
and the previous one is conducted iteratively; the unspecified
values of the current matching part are assigned to the values
of the previous matching part, where the matching part indi-
cates that they can be equal. The forward X-filling algorithm
is illustrated in Fig. 6 and an example of this is shown in
Table II. In Fig. 6, the fifth line detects whether the selected
part is matched or not; the size of the equal part is stored
in Neq through the sixth and ninth lines fulfill the X-filling.
Lastly, the unequal part is retained as shown in 14th line. This
paper is iterated; hence the split test data of Table I are con-
verted to the partially filled split test data of Table II through
the proposed algorithm.
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Fig. 6. Algorithm for forward X-filling split test data.

TABLE III
SIMPLE EXAMPLE FOR BACKWARD X-FILLING

In contrast to a previous step, the order of the next X-filling
is backward; hence this paper is performed from the last to
first data. To be more specific, Ti

P is converted to the back-
ward X-filled split test data, Ti

F , and Ti
F is encoded to the

final encoded split test data, Ti
E, where Ti

F = {T(i−1)m+1
f ,

T(i−1)m+2
f , . . . , Tim

f } is a subset of TF . This method is the
procedure for using the R-TRC.

An example is shown in Table III and the following data are
the results applied from Table II. First of all, the last data, T6

P,
is applied to the adjacent filling, which is assigned a previous
bit if there is an unspecified bit. Next, the content between
T5

f [lSR − N6
eq + 1] and T5

f [lSR] is assigned, in order, to the

content from T6
f [1] to T6

f [N6
eq]. On the other hand, the other

contents are still applied to the adjust filling. When this pro-
cedure reaches T1

f , the full X-filling test data, TF , can be
acquired.

C. TSC

The final step is that the results so far, Ti
F ,

are encoded to TSC, Ti
E, using the R-TRC, where

TABLE IV
SIMPLE EXAMPLE FOR ENCODING TEST DATA

Fig. 7. Conceptual overview of the proposed decompression architecture in
a single chain environment.

Ti
E = {T(i−1)m+1

e , T(i−1)m+2
e , . . . , Tim

e } is a subset of
TE. Here, Ti

e has variable length and it can be found to be
lSR −Ni

eq +1 and this content consists of the R-TRC insertion
values from Ti

f [Ni
eq + 1] to Ti

f [lSR] and a Hi-Z signal.

An example for encoding test data is shown in Table IV.
The data shown in Table IV is encoded from the fully filled
test data shown in Table III. First of all, the first encoded
data, T1

e , is composed of T1
f and a Hi-Z value. However, the

next T2
e has only a Hi-Z because the next T2

f is exactly equal
to T1

f . In case of T3
e , it is composed of 1 and a Hi-Z value.

It means that if 1 is inserted to the R-TRC, it can make T3
f

data because the R-TRC is stored to T2
f data. In Table IV, the

third column data is essentially inserted contents to make the
test data. This procedure is iterated until Ti

e reaches the last
encoded test data. As a result, the final compressed data size
is 22-bit, which is composed of binary and Hi-Z values.

IV. DECOMPRESSION ARCHITECTURE

The proposed decompression architecture in the single chain
environment is given in Fig. 7. In a conventional test flow,
compressed test data (codewords) that consists of 0s and 1s
are initially transmitted to an on-chip decoder then the decoder
decodes them and delivers the original test data to the scan
cells [10]. However, the proposed architecture is required
to have a tri-state detector behind the TDI and a R-TRC
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Fig. 8. Tri-state detector proposed by Thomson et al. [29].

TABLE V
TRUTH TABLE OF TRI-STATE DETECTOR

behind the decompressor. To be more specific, each module is
continually represented in this section.

A. Tri-State Detector

The added tri-state detector is important for increasing the
range information transmission from the ATE without addi-
tional ports. Hence, this module enables to improve the entropy
from 1- to 1.5-bit. This range expandability can be widely
used for applying the general decompression architecture for
the same purpose. In Fig. 8, the tri-state detector outputs 2-bit
results through code ports; thereby the written TDI that is
composed of a tri-state level is converted to 2-bit binary value
as shown in Table V. The objective of this conversion is for
the Hi-Z value to not be recognized by the decompressor and
the registers. This tri-state detector module is required to have
only six transistors, hence it is a negligible burden compared
to the expected effects.

B. Decompressor

The code-based schemes usually have a complicated design
flow due to the decompressor. For this reason, the proposed
decompressor has a simple structure and lessens the depen-
dency of the test data. Generally, the internal hardware for
DFT should be significantly modified when the test data is
changed in the code-based schemes. However, since the pro-
posed method requires a slight modifications for redesign
when test data or the target circuit is changed, the design
burden and complexity of the design flow of the proposed
method is less than compared to other code-based schemes.
The proposed decompressor is given in Fig. 9; it is an internal
architecture of the decompressor in Fig. 7. This decompressor
is comprised of a code converter, a k-bit counter, and a con-
trol and generator unit (CGU). The code converter has simple
combinational logic in order to identify the code data that are
outputs of the tri-state detector. It has two input and output

Fig. 9. Decompressor for TSC using the R-TRC.

TABLE VI
TRUTH TABLE OF CODE CONVERTER

ports and its truth table is shown in Table VI. The k-bit counter
helps to control the CGU to enable the shifting operation from
the R-TRC to the scan chain, where k is �log2(lSR + 1)�. The
CGU is responsible for controlling the R-TRC and scan chain,
delivering the decompressed test data to the scan chain, adjust-
ing the suitable clocks among the ATE and internal clocks, and
synchronizing the clocks between the ATE and internal circuit.

For example, if the valid is 1, this means that the next split
test data is required to change the R-TRC data. Therefore, C_in
is set to the same value of the data and the selection signal
(Sel) of the MUX is set to 0. Furthermore, C_in value is trans-
mitted to the shift register of the R-TRC by operating test clock
input, which is set to the port of the R-TRC clock (RCK).
On the other hand, the other output ports of the CGU are
assigned 0. Another example is that if the valid is 0, the
stored the R-TRC data are sent to the scan chain through
the scan data in (SI) and feedback operation is carried out
simultaneously by changing the Sel from 0 to 1. For a fast
sending operation, the RCK and scan clock are set to the inter-
nal clock (i_clk). Furthermore, the scan enable (SE) and the
counter enable (en) are assigned 1. This sending operation
proceeds until the result of the counter (cnt) is lSR. The two
operations above are iterated until the scan test is finished.

C. R-TRC

The R-TRC is a module that stored the previous inserted
test data so that future requests for that data can be reused
as if it is a cache in the computer architecture. This module
is similar to a cache memory in computer architecture. The
required data from the ATE can be minimized by reusing and
duplicating the data that are stored in the R-TRC. For using
this reuse stored data, all test data must be conveyed to the
scan cells through the R-TRC as mentioned in Section IV-B.
Therefore, once the R-TRC is completely filled with valid test
data, these data are fed back to this module and transmitted to
the scan cells simultaneously by operating an internal clock.
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Fig. 10. Chain selector for multiple scan chains.

Consider the following example. If the requested split
data match the R-TRC data completely, these data can be
served to the scan cells by using the feedback mode of the
R-TRC without any insertion data. However, a few data are
inserted into the R-TRC using the twist mode for making next
data if the requested split data match the R-TRC data partially.
Next, the R-TRC data are transmitted to the scan cells by
using feedback mode. Hence, the lower twist mode requests
that can be served from the R-TRC, the lower the amount of
the inserted data from the ATE becomes.

In order to use this module efficiently, CGU has an impor-
tant role when controlling its clock and selecting its mode.
Fortunately, the CGU operation is not complicated as men-
tioned above in Section IV-B. Finally, this approach can be
used for reducing the test time and improving the compres-
sion ratio in spite of a lower hardware area overhead compared
to that of the dictionary method and CSR.

D. Chain Selector

In recent industrial design trends, the multiple scan chain
is preferred to a serial single scan chain because a serial scan
chain cannot ensure patterns in all of the subspaces spanned
by the inputs of all of the output logic cones that are exhaus-
tively generated [39]. Unfortunately, most existing code-based
methods cannot exploit the existence of multiple scan chains in
a core [40]. For application of the multiple scan chains by the
proposed architecture, the chain is given in Fig. 10. The chain
selector can send an enable signal to only one of the multi-
ple scan chains properly. It is composed of a demultiplexer
and counter and this selector can be controlled by the con-
trol bits of the decompressor. When SE is 1, a selected scan
chain receives this enable signal according to the output of
the counter, but the other chains receive the disable signal, 0.
Except for the scan shift and capture mode, all enable signals
of the multiple scan chains are assigned 0, because all outputs
are disabled when SE is set to 0.

TABLE VII
COMPRESSION RATIO WITH DIFFERENT lSR

V. EXPERIMENTAL RESULTS

To examine the improved effects of the pro-
posed method, experiments are performed on the six
ISCAS’89 benchmark circuits and two large International
Test Conference (ITC)’99 benchmark circuits [27]. All
test data are generated from TetraMAX which is the test
generation tool of Synopsys with the dynamic compaction
turned on and random-fill turned off. The proposed method
is analyzed from the three main points of view of the test
data compression: 1) the compression ratio; 2) the hardware
area overhead; and 3) the TAT. These three issues are very
important to the industry because they are closely related to
the design and the test costs.

First, we present the compression ratio, CR(TD), that is
estimated with the following equation:

CR(TD) =
( |TD| − |TE|

|TD|
)

× 100 (3)

where |TD| is the size of the original test data and |TE| is the
size of the compressed test data. The compressed test data is
composed of both binary and Hi-Z values, and the size of rep-
resenting Hi-Z values is the same as that for the binary values.
In Table VII, the results of the compression ratio with the des-
ignated benchmark circuits are presented with four different
types of lSR. These results show that the compression ratio
generally increases with the increase of lSR, but it is obvious
that as lSR increases, the hardware area overhead increases.
Clearly, this overhead is linearly dependent on lSR. Therefore,
a proper selection of lSR is very important for applying the
proposed decompression architecture.

To examine the above relation between lSR and the com-
pression ratio, we recommended using (1) from Section III.
Fig. 11 presents the actual compression ratio and evaluated
results of the compression ratio from (1) for s38584 circuit.
In these results, both lines are saturated at about the same time
at the R-TRC length of 12. This saturation point is found to be
a suitable lSR because this point results in minimized hardware
area overhead although an almost saturated compression ratio
is given. Actually, the experimental results show that most
of the compression ratios are above 78.3% and below 80.0%
since the length of the R-TRC is 12. Hence, a saturated lSR can
be obtained from (1) for minimizing the hardware overhead
without a heavy reduction in the compression ratio.
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TABLE VIII
COMPARISON OF THE COMPRESSION RATIO WITH A VARIETY OF PREVIOUS TEST DATA COMPRESSION METHODS

TABLE IX
COMPARISON OF THE HARDWARE AREA OVERHEAD WITH A VARIETY OF PREVIOUS TEST DATA COMPRESSION METHODS

Fig. 11. Correlation between the evaluations and actual experimental results.

Table VIII compares the compression ratio with a vari-
ety of previous test data compression methods: 1) Golomb;
2) FDR; 3) selective Huffman coding; 4) variable-length input
Huffman coding (VIHC); 5) DIPRL; 6) multilevel Huffman
coding (MHC); 7) fixed input variable output (FIVO); and
8) 2n-PRL. The highest compression ratio is illustrated in bold.
Except for the s13027 circuit, the proposed method covers the
highest compression ratios (above 5% up to 14%) compared
to the highest compression ratio of the previous work. It can
be seen that our proposed method performs up to an average
of 11% better than [9].

In our next set of experimental results, we illustrate the
hardware area overhead compared to the previous meth-
ods in Table IX. Note that the hardware area overhead of
the MHC and FIVO methods is too large, so they are not

written in the comparison table. To acquire this overhead, the
proposed decompressor, the R-TRC and the ISCAS’89 circuit
are synthesized with a different lSR using Synopsys’ design
compiler. Note that, the overhead of the tri-state detector is not
combined with this area overhead because it can consists of
only six transistors. The features of the proposed architecture
are slightly dependent on the size of the circuit; hence the over-
head is negligible with the large circuits. This feature is shown
in the last column of Table IX and its overhead is below 1%.
When lSR is 8, this overhead is mostly situated between VIHC
and 2n-PRL and the compression ratio is higher in the case
of the s5378, s9234, s38417, and s38584, but the other cir-
cuits are lower than 2n-PRL. When lSR is 16, the hardware
area overhead is a little higher than VIHC and 2n-PRL in the
case of the small circuits such as s5378 and s9234. However,
in the other cases such as s13207, s15850, s38417, and s35854,
the difference in this overhead is below 1.1%, hence it is
negligible.

The International Technology Roadmap for Semiconductors
2012 report [41] states that recent industrial circuits increase
the size of logic exponentially, i.e., the number of logic gates is
above 501 million from 2014 onward; this number is rising at
more than 100 million gates a year. Therefore, the hardware
area overhead of the proposed method can be predicted to
below 1.0% and this method is more suitable for effectively
applying these industrial circuits.

In our experimental results, we estimate the comparison of
the TAT with a variety of previous test data compression meth-
ods and with different frequency ratios (α). The α is the ratio
between the chip internal clock (fchip) and the ATE operating
clock (fATE); it is presented as follows: α = fchip/fATE.
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TABLE X
COMPARISON OF THE TAT WITH THE DIFFERENT FREQUENCY RATIOS

As most of the test compression methods are used for
the at-speed scan test, both clocks require synchronization.
Therefore, the TAT and proposed method are affected by the
frequency ratio.

In our method, the TAT is estimated with the following
equation:

TAT(cycle) = Tcode + Toper_shift (4)

where Tcode is the time that the compressed test data are
inserted in the test chip according to the ATE operating clock
and Toper_shift is the ATE waiting clock for transmitting the
R-TRC values to the scan cells. The TAT is estimated as
above (4), and it is compared to the previous existing test
data compression method in Table X. Here, the methods that
are specified their TATs unclearly are not selected for the com-
parison targets. Except for a few of the cases, the proposed
method outperforms most of the cases. To be more specific,
the proposed method is reduced to 20%–45% by comparing
it to 2n-PRL with an α of 32.

It is important that whether the proposed method can be
applied to the real design with high-compression ratio. If the
compression ratio is about 70%, it is hard to use the proposed
method for industrial circuit. For this reason, the additional
experiments are performed to apply some real designs and
these results are shown in Table XI. These real designs are
composed of 5.8–8.4 M gates and 380–420 K scan cells. The
results show that it can obtain 64-72X compression ratio and
these ratios are much higher than the results of the bench-
mark circuits. Hence, the proposed method can improve the

TABLE XI
INFORMATION OF THE REAL-DESIGN CIRCUIT

AND COMPRESSION RATIO

compression ratio in proportion to the design size. These
results show that the proposed method can be applied to the
real-industrial design.

VI. CONCLUSION

In this paper, we present a new input test data compres-
sion method called TSC and a decompression architecture
with a tri-state detection circuit. Our proposed method is
more effective concerning three main factors: 1) the compres-
sion ratio; 2) the hardware area overhead; and 3) the TAT.
Experimental results show that in most of the cases, the per-
formance of the proposed method is more outstanding than
the results of previous methods. This is especially the case
with circuits larger than the ISCAS’89 benchmark circuits
such as the ITC’99 benchmark circuit which also acquired
a high-compression ratio above 90%. To conclude, the pro-
posed method’s compression ratio improved up to an average
of 8.41% compared to the best previous results and the
TAT was reduced up to approximately 17 000 cycles without
high-hardware area overhead.
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