Data M odeling

Windows Enterprise Support Database Services provides the following documentation
about relational database design, the relational database model, and relational database
software.

Introduction to Data M odeling

A brief overview of developing a conceptual data model asthefirst step in creating a
relational database.

Overview of the Relational M odel

Discusses data structures, relational operators, and normalization.

I ntroduction to Data M odeling

This document is an informal introduction to data modeling using the Entity-Relationship (ER)
approach. It isintended for someone who is familiar with relational databases but who has no
experience in data modeling. The basic techniques described are applicable to the development
of microcomputer based relational database applications as well as those who use relational
database servers such asMS SQL Server or Oracle.

The document is a practical guide, not an academic paper on either relational database design or
data modeling. Readers interested in arigorous treatment of these topics should consult the
bibliography.

Topics

Overview

2. The Entity-Relationship Model

3. DataModeling As Part of Database Design
4. ldentifying Data Objects

5. Developing the Basic Schema

6. Refining the Entity-Relationsip Diagram
7

8

9

1

=

Primary and Foreign Keys
Adding Attributes to the Model
. Generalization Hierarchies
0. Adding Integrity Rules

What is A Data M odel

A datamodel is a conceptua representation of the data structures that are required by a
database. The data structures include the data objects, the associations between data
objects, and the rules which govern operations on the objects. As the name implies, the
data model focuses on what datais required and how it should be organized rather than
what operations will be performed on the data. To use a common analogy, the data model
is equivaent to an architect's building plans.



A data model is independent of hardware or software constraints. Rather than try to
represent the data as a database would see it, the data model focuses on representing the
data as the user seesit in the "real world". It serves as a bridge between the concepts that
make up real-world events and processes and the physical representation of those
concepts in a database.

M ethodology

There are two major methodol ogies used to create a data model: the Entity-Relationship
(ER) approach and the Object Model. This document uses the Entity-Relationship
approach.

Data Modeling In the Context of Database Design

Database design is defined as: "design the logical and physical structure of one or more
databases to accommodate the information needs of the usersin an organization for a
defined set of applications’. The design process roughly follows five steps:

planning and analysis
conceptual design
logical design
physical design
implementation
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The data model is one part of the conceptual design process. The other, typicaly isthe
functional model. The data model focuses on what data should be stored in the database
while the functional model deals with how the datais processed. To put thisin the
context of the relational database, the data model is used to design the relational tables.
The functional model is used to design the queries which will access and perform
operations on those tables.

Components of A Data Model

The data model gets its inputs from the planning and analysis stage. Here the modeler,
along with analysts, collects information about the requirements of the database by
reviewing existing documentation and interviewing end-users.

The data model has two outputs. Thefirst is an entity-relationship diagram which
represents the data strucures in a pictorial form. Because the diagram is easily learned, it
is valuable tool to communicate the model to the end-user. The second component isa
data document. This a document that describes in detail the data objects, relationships,
and rules required by the database. The dictionary provides the detail required by the
database developer to construct the physical database.



Why is Data M odeling Important?

Datamodeling is probably the most Iabor intensive and time consuming part of the
development process. Why bother especially if you are pressed for time? A common
response by practitioners who write on the subject is that you should no more build a
database without a model than you should build a house without blueprints.

The goal of the data model isto make sure that the all data objects required by the
database are compl etely and accurately represented. Because the data model uses easily
understood notations and natural language, it can be reviewed and verified as correct by
the end-users.

The data model is aso detailed enough to be used by the database developersto use as a
"blueprint” for building the physical database. The information contained in the data
model will be used to define the relational tables, primary and foreign keys, stored
procedures, and triggers. A poorly designed database will require more time in the long-
term. Without careful planning you may create a database that omits data required to
create critical reports, produces results that are incorrect or inconsistent, and is unable to
accommodate changes in the user's requirements.

Summary

A datamodel is aplan for building a database. To be effective, it must be ssmple enough
to communicate to the end user the data structure required by the database yet detailed
enough for the database design to use to create the physical structure.

The Entity-Relation Moddl (ER) is the most common method used to build data models
for relational databases. The next section provides a brief introduction to the concepts
used by the ER Model.

The Entity-Relationship Model

The Entity-Relationship (ER) model was originally proposed by Peter in 1976 [Chen76]
asaway to unify the network and relational database views. Simply stated the ER model
is aconceptual data model that views the real world as entities and relationships. A basic
component of the model is the Entity-Relationship diagram which is used to visualy
represents data objects. Since Chen wrote his paper the model has been extended and
today it is commonly used for database design For the database designer, the utility of the
ER model is:

* it maps well to the relational model. The constructs used in the ER model can
easily be transformed into relational tables.

* itissimple and easy to understand with a minimum of training. Therefore, the
model can be used by the database designer to communicate the design to the end
user.



* |n addition, the model can be used as a design plan by the database devel oper to
implement a data model in a specific database management software.

Basic Constructs of E-R Modeling

The ER model viewsthe real world as a construct of entities and association between
entities.

Entities

Entities are the principal data object about which information isto be collected. Entities
are usually recognizable concepts, either concrete or abstract, such as person, places,
things, or events which have relevance to the database. Some specific examples of
entitiesare EMPLOY EES, PROJECTS, INVOICES. An entity isanalogousto atablein
the relational model.

Entities are classified as independent or dependent (in some methodol ogies, the terms
used are strong and weak, respectively). An independent entity is one that does not rely
on another for identification. A dependent entity is one that relies on another for
identification.

An entity occurrence (also called an instance) is an individual occurrence of an entity. An
occurrence is analogous to arow in the relational table.

Special Entity Types

Associative entities (also known as intersection entities) are entities used to associate two
or more entities in order to reconcile a many-to-many relationship.

Subtypes entities are used in generalization hierarchies to represent a subset of instances
of their parent entity, called the supertype, but which have attributes or relationships that
apply only to the subset.

Associative entities and generalization hierarchies are discussed in more detail below.



Relationships

A Relationship represents an association between two or more entities. An example of a
relationship would be:

employees are assigned to projects
projects have subtasks
departments manage one or more projects

Relationships are classified in terms of degree, connectivity, cardinality, and existence.
These concepts will be discussed below.

Attributes

Attributes describe the entity of which they are associated. A particular instance of an
attribute is avalue. For example, "Jane R. Hathaway" is one value of the attribute Name.
The domainof an attribute is the collection of all possible values an attribute can have.
The domain of Name is a character string.

Attributes can be classified as identifiers or descriptors. |dentifiers, more commonly
called keys, uniquely identify an instance of an entity. A descriptor describes a non-
unique characteristic of an entity instance.

Classifying Relationships

Relationships are classified by their degree, connectivity, cardinality, direction, type, and
existence. Not all modeling methodologies use all these classifications.

Degree of a Relationship

The degree of arelationship is the number of entities associated with the relationship. The
n-ary relationship is the general form for degree n. Special cases are the binary, and
ternary ,where the degreeis 2, and 3, respectively.

Binary relationships, the association between two entities is the most common type in the
real world. A recursive binary relationship occurs when an entity isrelated to itself. An
example might be "some employees are married to other employees”.

A ternary relationship involves three entities and is used when a binary relationship is
inadequate. Many modeling approaches recognize only binary relationships. Ternary or n-
ary relationships are decomposed into two or more binary relationships.



Connectivity and Cardinality

The connectivity of arelationship describes the mapping of associated entity instancesin
the relationship. The values of connectivity are "on€" or "many". The cardinality of a
relationship is the actual number of related occurences for each of the two entities. The
basic types of connectivity for relations are: one-to-one, one-to-many, and many-to-many.

A one-to-one (1:1) relationship is when at most one instance of aentity A is associated
with one instance of entity B. For example, "employees in the company are each assigned
their own office. For each employee there exists a unique office and for each office there
exists a unigue employee.

A one-to-many (1:N) relationshipsis when for one instance of entity A, there are zero,
one, or many instances of entity B, but for one instance of entity B, there isonly one
instance of entity A. An example of a1:N relationshipsis

a department has many employees
each employee is assigned to one department

A many-to-many (M:N) relationship, sometimes called non-specific, is when for one
instance of entity A, there are zero, one, or many instances of entity B and for one
instance of entity B there are zero, one, or many instances of entity A. An exampleis:

employees can be assigned to no more than two projects at the same time;
projects must have assigned at least three employees

A single employee can be assigned to many projects; conversely, a single project can
have assigned to it many employee. Here the cardinality for the relationship between
employees and projectsis two and the cardinality between project and employee is three.
Many-to-many relationships cannot be directly trandated to relational tables but instead
must be transformed into two or more one-to-many relationships using associative
entities.

Direction

The direction of arelationship indicates the originating entity of a binary relationship.
The entity from which arelationship originates is the parent entity; the entity where the
relationship terminates is the child entity.

The direction of arelationship is determined by its connectivity. In aone-to-one
relationship the direction is from the independent entity to a dependent entity. If both
entities are independent, the direction is arbitrary. With one-to-many relationships, the
entity occurring once is the parent. The direction of many-to-many relationshipsis
arbitrary.



Type

An identifying relationship is one in which one of the child entities is also a dependent
entity. A non-identifying relationship is one in which both entities are independent.

Existence

Existence denotes whether the existence of an entity instance is dependent upon the
existence of another, related, entity instance. The existence of an entity in arelationship is
defined as either mandatory or optional. If an instance of an entity must always occur for
an entity to be included in arelationship, then it is mandatory. An example of mandatory
existence is the statement "every project must be managed by a single department”. If the
instance of the entity is not required, it is optional. An example of optional existenceis
the statement, "employees may be assigned to work on projects”.

Generalization Hierarchies

A generalization hierarchy isaform of abstraction that specifies that two or more entities
that share common attributes can be generalized into a higher leve entity type called a
supertype or generic entity. The lower-level of entities become the subtype, or categories,
to the supertype. Subtypes are dependent entities.

Generalization occurs when two or more entities represent categories of the same real-
world object. For example, Wages Employees and Classified_Employees represent
categories of the same entity, Employees. In this example, Employees would be the
supertype; Wages Employees and Classified Employees would be the subtypes.

Subtypes can be either mutually exclusive (disjoint) or overlapping (inclusive). A
mutually exclusive category is when an entity instance can be in only one category. The
above example is amutually exclusive category. An employee can either be wages or
classified but not both. An overlapping category is when an entity instance may be in two
or more subtypes. An example would be a person who works for a university could also
be a student at that same university. The completeness constraint requires that all
instances of the subtype be represented in the supertype.

Generalization hierarchies can be nested. That is, a subtype of one hierarchy can be a
supertype of another. The level of nesting is limited only by the constraint of ssimplicity.
Subtype entities may be the parent entity in arelationship but not the child.



ER Notation

Thereis no standard for representing data objects in ER diagrams. Each modeling
methodology uses its own notation. The original notation used by Chen iswidely used in
academics texts and journals but rarely seen in either CASE tools or publications by non-
academics. Today, there are anumber of notations used, among the more common are
Bachman, crow's foot, and IDEFIX.

All notational styles represent entities as rectangular boxes and relationships as lines
connecting boxes. Each style uses a special set of symbols to represent the cardinality of a
connection. The notation used in this document is from Martin. The symbols used for the
basic ER constructs are:

*

entities are represented by labeled rectangles. The label isthe name of the entity.
Entity names should be singular nouns.

relationships are represented by a solid line connecting two entities. The name of
the relationship is written above the line. Relationship names should be verbs.
attributes, when included, are listed inside the entity rectangle. Attributes which
areidentifiers are underlined. Attribute names should be singular nouns.
cardinality of many is represented by aline ending in acrow's foot. If the crow's
foot is omitted, the cardinality is one.

existence is represented by placing acircle or a perpendicular bar on the line.
Mandatory existence is shown by the bar (looks like a 1) next to the entity for an
instance is required. Optional existence is shown by placing a circle next to the
entity that is optional.

Examples of these symbols are shown in Figure 1 below:

Figure 1: ER Notation
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Summary

The Entity-Relationship Model is a conceptual data model that views the real world as
consisting of entities and relationships. The model visualy represents these concepts by
the Entity-Relationship diagram. The basic constructs of the ER model are entities,
relationships, and attributes. Entities are concepts, real or abstract, about which
information is collected. Relationships are associations between the entities. Attributes
are properties which describe the entities. Next, we will look at the role of data modeling
in the overall database design process and a method for building the data model. To
proceed, see Data Modeling As Part of Database Design.

Data M odeling As Part of Database Design

The data model is one part of the conceptual design process. The other is the function
model. The data model focuses on what data should be stored in the database while the
function model deals with how the data is processed. To put thisin the context of the
relational database, the data model is used to design the relational tables. The functional
model is used to design the queries that will access and perform operations on those
tables.

Datamodeling is preceeded by planning and analysis. The effort devoted to this stageis
proportional to the scope of the database. The planning and analysis of a database
intended to serve the needs of an enterprise will require more effort than one intended to
serve a small workgroup.



The information needed to build a data model is gathered during the requirments analysis.
Although not formally considered part of the data modeling stage by some
methodologies, in redlity the requirements analysis and the ER diagramming part of the
datamodel are done at the same time.

Requirements Analysis
The goals of the requirements analysis are:

to determine the data requirements of the database in terms of primitive objects
to classify and describe the information about these objects

to identify and classify the relationships among the objects

to determine the types of transactions that will be executed on the database and
the interactions between the data and the transactions

* toidentify rules governing the integrity of the data
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The modeler, or modelers, works with the end users of an organization to determine the
data requirements of the database. Information needed for the requirements analysis can
be gathered in severa ways.

* review of existing documents - such documents include existing forms and
reports, written guidelines, job descriptions, personal narratives, and memoranda.
Paper documentation is agood way to become familiar with the organization or
activity you need to model.

* interviews with end users - these can be a combination of individual or group
meetings. Try to keep group sessions to under five or six people. If possible, try to
have everyone with the same function in one meeting. Use a blackboard, flip
charts, or overhead transparencies to record information gathered from the
interviews.

* review of existing automated systems - if the organization already has an
automated system, review the system design specifications and documentation

The requirements analysisis usually done at the same time as the data modeling. As
information is collected, data objects are identified and classified as either entities,
attributes, or relationship; assigned names, and, defined using terms familiar to the end-
users. The objects are then modeled and analysed using an ER diagram. The diagram can
be reviewed by the modeler and the end-users to determine its completeness and
accuracy. If the model is not correct, it is modified, which sometimes requires additional
information to be collected. The review and edit cycle continues until the model is
certified as correct.

Three points to keep in mind during the requirements analysis are:
1. Tak to the end users about their datain "real-world" terms. Users do not think in

terms of entities, attributes, and relationships but about the actua people, things,
and activities they deal with daily.



2. Take thetime to learn the basics about the organization and its activities that you
want to model. Having an understanding about the processes will make it easier to
build the model.

3. End-userstypically think about and view data in different ways according to their
function within an organization. Therefore, it isimportant to interview the largest
number of people that time permits.

Steps I n Building the Data M odel

While ER model lists and defines the constructs required to build a data model, there is
no standard process for doing so. Some methodologies, such as IDEFIX, specify a
bottom-up devel opment process were the model is built in stages. Typically, the entities
and relationships are modeled first, followed by key attributes, and then the model is
finished by adding non-key attributes. Other experts argue that in practice, using a phased
approach isimpractical because it requires too many meetings with the end-users. The
sequence used for this document are:

. Identification of data objects and relationships

. Drafting theinitial ER diagram with entities and relationships
. Refining the ER diagram

. Add key attributes to the diagram

. Adding non-key attributes

Diagramming Generalization Hierarchies

. Vaidating the model through normalization

. Adding business and integrity rulesto the Model

ONOUTAWN R

In practice, model building is not astrict linear process. As noted above, the requirements
analysis and the draft of the initial ER diagram often occur simultaneously. Refining and
validating the diagram may uncover problems or missing information which require more
information gathering and analysis

Summary

Data modeling must be preceded by planning and analysis. Planning defines the goals of
the database , explains why the goal's are important, and sets out the path by which the
goals will be reached. Analysis involves determining the requirements of the database.
Thisistypically done by examining existing documentation and interviewing users.

An effective data modd completely and accurately represents the data requirements of the
end users. It is simple enough to be understood by the end user yet detailed enough to be
used by a database designer to build the database. The model eliminates redundant data, it
Isindependent of any hardware and software constraints, and can be adapted to changing
requirements with a minimum of effort.



Data modeling is a bottom up process. A basic model, representing entities and
relationships, is developed first. Then detail is added to the model by including
information about attributes and business rules.

The next section discusses Identifying Data Objects and Relationships.

| dentifying Data Objects and Relationships

In order to begin constructing the basic model, the modeler must analyze the information
gathered during the requirements analysis for the purpose of:

classifying data objects as either entities or attributes

identifying and defining rel ationships between entities

naming and defining identified entities, attributes, and relationships
documenting this information in the data document
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To accomplish these goals the modeler must analyze narratives from users, notes from meeting,
policy and procedure documents, and, if lucky, design documents from the current information
system.

Although it is easy to define the basic constructs of the ER model, it is not an easy task to
distinguish their roles in building the data model. What makes an object an entity or attribute?
For example, given the statement "employees work on projects’. Should employees be classified
as an entity or attribute? Very often, the correct answer depends upon the requirements of the
database. In some cases, employee would be an entity, in some it would be an attribute.

While the definitions of the constructs in the ER Model are simple, the model does not address
the fundamental issue of how to identify them. Some commonly given guidelines are:

* entities contain descriptive information
* attributes either identify or describe entities
*relationships are associ ations between entities

These guidelines are discussed in more detail below.

* Entities
* Attributes
» Vadidating Attributes
» Derived Attributes and Code Vaues
Relationships
Naming Data Objects
Object Definition
Recording Information in Design Document
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Entities



There are various definitions of an entity:

"Any distinguishable person, place, thing, event, or concept, about which
information is kept" [BRUC92]

"A thing which can be distinctly identified" [CHEN76]
"Any distinguishable object that is to be represented in a database" [DATES6G]

"...anything about which we store information (e.g. supplier, machine tool, employee,
utility pole, airline sedt, etc.). For each entity type, certain attributes are stored".
[MART89]

These definitions contain common themes about entities:

* anentity isa"thing", "concept” or, object”. However, entities can sometimes
represent the relationships between two or more objects. This type of entity is
known as an associative entity.

* entities are objects which contain descriptive information. If an data object you
have identified is described by other objects, then it is an entity. If thereisno
descriptive information associated with the item, it is not an entity. Whether or not
adata object is an entity may depend upon the organization or activity being
model ed.

*an entity represents many things which share properties. They are not single
things. For example, King Lear and Hamlet are both plays which share common
attributes such as name, author, and cast of characters. The entity describing these
things would be PLAY , with King Lear and Hamlet being instances of the entity.

* entities which share common properties are candidates for being converted to
generalization hierarchies (See below)

* entities should not be used to distinguish between time periods. For example, the
entities 1st Quarter Profits, 2nd Quarter Profits, etc. should be collapsed into a
single entity called Profits. An attribute specifying the time period would be used
to categorize by time

* not every thing the users want to collect information about will be an entity. A
complex concept may require more than one entity to represent it. Others "things'
users think important may not be entities.

Attributes

Attributes are data objects that either identify or describe entities. Attributes that identify entities
are called key attributes. Attributes that describe an entity are called non-key attributes. Key
attributes will be discussed in detail in alatter section.



The process for identifying attributes is similar except now you want to look for and extract
those names that appear to be descriptive noun phrases.

Validating Attributes

Attribute values should be atomic, that is, present asingle fact. Having disaggregated data a lows
simpler programming, greater reusability of data, and easier implementation of changes.
Normalization also depends upon the "single fact" rule being followed. Common types of
violations include:

* simple aggregation - a common example is Person Name which concatenates first
name, middleinitial, and last name. Another is Address which concatenates, street
address, city, and zip code. When dealing with such attributes, you need to find
out if there are good reasons for decomposing them. For example, do the end-
users want to use the person's first namein aform letter? Do they want to sort by
zZip code?

* complex codes - these are attributes whose values are codes composed of
concatenated pieces of information. An example is the code attached to
automobiles and trucks. The code represents over 10 different pieces of
information about the vehicle. Unless part of an industry standard, these codes
have no meaning to the end user. They are very difficult to process and update.

* text blocks - these are free-form text fields. While they have a legitimate use, an
over reliance on them may indicate that some data requirements are not met by the
model.

* mixed domains - thisis where avalue of an attribute can have different meaning
under different conditions

Derived Attributes and Code Values

Two areas where data modeling experts disagree is whether derived attributes and attributes
whose values are codes should be permitted in the data model.

Derived attributes are those created by aformula or by a summary operation on other attributes.
Arguments against including derived data are based on the premise that derived data should not
be stored in a database and therefore should not be included in the data model. The argumentsin
favor are:

* derived datais often important to both managers and users and therefore should
be included in the data model

* itisjust asimportant, perhaps more so, to document derived attributes just as you
would other attributes

* including derived attributes in the data model does not imply how they will be
implemented

A coded value uses one or more letters or numbers to represent afact. For example, the value
Gender might use the letters "M™ and "F" as values rather than "Male" and "Female". Those who
are against this practice cite that codes have no intuitive meaning to the end-users and add



complexity to processing data. Those in favor argue that many organizations have along history
of using coded attributes, that codes save space, and improve flexibility in that values can be
easily added or modified by means of look-up tables.

Relationships

Relationships are associations between entities. Typicaly, arelationship is indicated by a verb
connecting two or more entities. For example:

employees ar e assigned to projects

As relationships are identified they should be classified in terms of cardinality, optionality,
direction, and dependence. As aresult of defining the relationships, some relationships may be
dropped and new relationships added. Cardinality quantifies the relationships between entities by
measuring how many instances of one entity are related to a single instance of another. To
determine the cardinality, assume the existence of an instance of one of the entities. Then
determine how many specific instances of the second entity could be related to the first. Repeat
this analysis reversing the entities. For example:

employees may be assigned to no more than three projects at atime; every project
has at |east two employees assigned to it.

Here the cardinality of the relationship from employeesto projects is three; from projectsto
employees, the cardinality istwo. Therefore, this relationship can be classified as a many-to-
many relationship.

If arelationship can have acardinality of zero, it is an optional relationship. If it must have a
cardinality of at least one, the relationship is mandatory. Optional relationships are typically
indicated by the conditional tense. For example:

an employee may be assigned to a project

Mandatory relationships, on the other hand, are indicated by words such as must have. For
example:

a student must register for at |least three course each semester

In the case of the specific relationship form (1:1 and 1:M), there is always a parent entity and a
child entity. In one-to-many relationships, the parent is aways the entity with the cardinality of
one. In one-to-many relationships, the choice of the parent entity must be made in the context of
the business being modeled. If a decision cannot be made, the choiceis arbitrary.



Naming Data Objects
The names should have the following properties:

* unique

* have meaning to the end-user

* contain the minimum number of words needed to uniquely and accurately
describe the object

For entities and attributes, names are singular nouns while relationship names are typically verbs.

Some authors advise against using abbreviations or acronyms because they might lead to
confusion about what they mean. Other believe using abbreviations or acronyms are acceptable
provided that they are universally used and understood within the organization.

Y ou should also take care to identify and resolve synonyms for entities and attributes. This can
happen in large projects where different departments use different terms for the same thing.

Object Definition

Complete and accurate definitions are important to make sure that all partiesinvolved in the
modeling of the data know exactly what concepts the objects are representing.

Definitions should use terms familiar to the user and should precisely explain what the object
represents and the role it plays in the enterprise. Some authors recommend having the end-users
provide the definitions. If acronyms, or terms not universally understood are used in the
definition, then these should be defined .

While defining objects, the modeler should be careful to resolve any instances where asingle
entity is actualy representing two different concepts (homonyms) or where two different entities
are actually representing the same "thing" (synonyms). This situation typically arises because
individuals or organizations may think about an event or processin terms of their own function.

An example of ahomonym would be a case where the Marketing Department defines the entity
MARKET in terms of geographical regions while the Sales Departments thinks of this entity in
terms of demographics. Unless resolved, the result would be an entity with two different
meanings and properties.

Conversely, an example of a synonym would be the Service Department may have identified an
entity called CUSTOMER while the Help Desk hasidentified the entity CONTACT. In redlity,
they may mean the same thing, a person who contacts or calls the organization for assistance
with a prablem. The resolution of synonymsisimportant in order to avoid redundancy and to
avoid possible consistency or integrity problems.

Some examples of definitions are:

Employee A person who works for and is paid by the organization.



Est Time The number of hours a project manager estimates that project will
require to complete. Estimated time s critical for scheduling a
project and for tracking project time variances.

Assigned Employeesin the organization may be assigned to work on no
more than three projects at atime. Every project will have at least
two employees assigned to it at any given time.

Recor ding Information in Design Document

The design document records detailed information about each object used in the model. Asyou
name, define, and describe objects, this information should be placed in this document. If you are
not using an automated design tool, the document can be done on paper or with a word processor.
Thereis no standard for the organization of this document but the document should include
information about names, definitions, and, for attributes, domains.

Two documents used in the IDEF1X method of modeling are useful for keeping track of objects.
These arethe ENTITY-ENTITY matrix and the ENTITY-ATTRIBUTE matrix.

The ENTITY-ENTITY matrix is atwo-dimensional array for indicating relationships between
entities. The names of all identified entities are listed along both axes. Asrelationships are first
identified, an "X" is placed in the intersecting points where any of the two axes meet to indicate
a possible relationship between the entities involved. As the relationship is further classified, the
"X" isreplaced with the notation indicating cardinality.

The ENTITY-ATTRIBUTE matrix is used to indicate the assignment of attributes to entities. It
issimilar informto the ENTITY-ENTITY matrix except attribute names are listed on the rows.

Figure 1 shows examples of an ENTITY-ENTITY matrix and an ENTITY-ATTRIBUTE matrix.
Figure 1:
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Summary

Thefirst step in creating the data model isto analyze the information gathered during the
requirements analysis with the goal of identifying and classifying data objects and relationships.
The next step is Developing the Basic Schema.

Developing the Basic Schema

Once entities and relationships have been identified and defined, the first draft of the entity
relationship diagram can be created. This section introduces the ER diagram by demonstrating
how to diagram binary relationships. Recursive relationships are also shown.

Binary Relationships

Figure 1 shows examples of how to diagram one-to-one, one-to-many, and many-to-many
relationships.
Figure 1. Example of Binary Relationships
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One-To-One

Figure 1A shows an example of a one-to-one diagram. Reading the diagram from represents the
relationship every employee is assigned a workstation. Because every employee must have a
workstation, the symbol for mandatory existence—in this case the crossbar—is placed next to
the EMPLOY EE entity. Reading from right to left, the diagram shows that not all workstation are
assigned to employees. This condition may reflect that some workstations are kept for spares or
for loans. Therefore, we use the symbol for optional existence, the circle, next to workstation.
The cardinality and existence of arelationship must be derived from the "business rules’ of the
organization. For example, if all workstations owned by an organization were assigned to
employees, then the circle would be replaced by a crossbar to indicate mandatory existence. One-
to-one relationships are rarely seen in "real-world" data models. Some practioners advise that



most one-to-one relationships should be collapsed into a single entity or converted to a
generalization hierarchy.

One-To-Many

Figure 1B shows an example of a one-to-many relationship between DEPARTMENT and
PROJECT. In this diagram, DEPARTMENT is considered the parent entity while PROJECT is
the child. Reading from left to right, the diagram represents departments may be responsible for
many projects. The optionality of the relationship reflects the "business rule" that not all
departments in the organization will be responsible for managing projects. Reading from right to
|eft, the diagram tells us that every project must be the responsibility of exactly one department.

Many-To-Many

Figure 1C shows a many-to-many relationship between EMPLOY EE and PROJECT. An
employee may be assigned to many projects; each project must have many employee Note that
the association between EMPLOY EE and PROJECT is optional because, at agiven time, an
employee may not be assigned to a project. However, the relationship between PROJECT and
EMPLOY EE is mandatory because a project must have at least two employees assigned. Many-
To-Many relationships can be used in theinitial drafting of the model but eventually must be
transformed into two one-to-many relationships. The transformation is required because many-to-
many relationships cannot be represented by the relational model. The process for resolving
many-to-many relationships is discussed in the next section.



Recursive relationships

A recursive relationship is an entity is associated with itself. Figure 2 shows an example of the
recursive relationship.

An employee may manage many employees and each employee is managed by one employee.

Figure 2: Example of Recursive Relationship
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Summary

The Entity-Relationship diagram provides a pictorial representation of the magjor data objects, the
entities, and the relationships between them. Once the basic diagram is completed, the next step
is Refining The Entity-Relationship Diagram



Refining The Entity-Relationship Diagram

This section discusses four basic rules for modeling relationships

EntitiesMust Participate In Relationships

Entities cannot be modeled unrelated to any other entity. Otherwise, when the model was
transformed to the relational model, there would be no way to navigate to that table. The
exception to thisrule is a database with a single table.

Resolve Many-To-M any Relationships

Many-to-many relationships cannot be used in the data model because they cannot be represented
by the relational model. Therefore, many-to-many relationships must be resolved early in the
modeling process. The strategy for resolving many-to-many relationship is to replace the
relationship with an association entity and then relate the two original entities to the association
entity. This strategy is demonstrated below Figure 6.1 (&) shows the many-to-many relationship:

Employees may be assigned to many projects.
Each project must have assigned to it more than one employee.

In addition to the implementation problem, this relationship presents other problems. Suppose we
wanted to record information about employee assignments such as who assigned them, the start
date of the assignment, and the finish date for the assignment. Given the present relationship,
these attributes could not be represented in either EMPLOY EE or PROJECT without repeating
information. The first step isto convert the relationship assigned to to a new entity we will call
ASSIGNMENT. Then the original entities, EMPLOY EE and PROJECT, are related to this new
entity preserving the cardinality and optionality of the original relationships. The solution is
shown in Figure 1B.

Figure 1. Resolution of a Many-To-Many Relationship
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Notice that the schema changes the semantics of the original relation to

employees may be given assignments to projects
and projects must be done by more than one employee assignment.

A many to many recursive relationship is resolved in similar fashion.

Transform Complex Relationshipsinto Binary Relationships

Complex relationships are classified as ternary, an association among three entities, or n-ary, an
association among more than three, where n is the number of entities involved. For example,
Figure 2A shows the relationship

Employees can use different skills on any one or more projects.
Each project uses many employees with various skills.

Complex relationships cannot be directly implemented in the relational model so they should be
resolved early in the modeling process. The strategy for resolving complex relationshipsis
similar to resolving many-to-many relationships. The complex relationship replaced by an
association entity and the original entities are related to this new entity. entity related through
binary relationships to each of the original entities. The solution is shown in Figure 2 below.



Figure 2: Transforming a Complex Relationship
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Eliminate redundant relationships

A redundant relationship is a relationship between two entities that is equivalent in meaning to
another relationship between those same two entities that may pass through an intermediate
entity. For example, Figure 3A shows aredundant relationship between DEPARTMENT and
WORKSTATION. This relationship provides the same information as the relationships
DEPARTMENT has EMPLOY EES and EMPLOY EEs assigned WORK STATION. Figure 3B
shows the solution which isto remove the redundant relationship DEPARTMENT assigned
WORKSTATIONS.

Figure 3: Removing A Redundant Relationship
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Summary

The last two sections have provided a brief overview of the basic constructs in the ER diagram.
The next section discusses Primary and Foreign Keys.



Primary and Foreign Keys

Primary and foreign keys are the most basic components on which relational theory is based.
Primary keys enforce entity integrity by uniquely identifying entity instances. Foreign keys
enforce referential integrity by completing an association between two entities. The next step in
building the basic data model to

1. identify and define the primary key attributes for each entity
2. validate primary keys and relationships
3. migrate the primary keys to establish foreign keys

Define Primary Key Attributes

Attributes are data items that describe an entity. An attribute instance is asingle value of an
attribute for an instance of an entity. For example, Name and hire date are attributes of the entity
EMPLOY EE. "Jane Hathaway" and "3 March 1989" are instances of the attributes name and hire
date.

The primary key is an attribute or a set of attributes that uniquely identify a specific instance of
an entity. Every entity in the data model must have a primary key whose values uniquely identify
instances of the entity.

To quaify asaprimary key for an entity, an attribute must have the following properties:

* it must have anon-null value for each instance of the entity
* the value must be unique for each instance of an entity
* the values must not change or become null during the life of each entity instance

In some instances, an entity will have more than one attribute that can serve as a primary key.
Any key or minimum set of keysthat could be a primary key is called a candidate key. Once
candidate keys are identified, choose one, and only one, primary key for each entity. Choose the
identifier most commonly used by the user aslong as it conforms to the properties listed above.
Candidate keys which are not chosen as the primary key are known as alternate keys.

An example of an entity that could have several possible primary keys is Employee. Let's assume
that for each employee in an organization there are three candidate keys: Employee 1D, Social
Security Number, and Name.

Nameis the least desirable candidate. While it might work for asmall department where it would
be unlikely that two people would have exactly the same name, it would not work for alarge

organization that had hundreds or thousands of employees. Moreover, there is the possibility that
an employee's name could change because of marriage. Employee ID would be a good candidate



as long as each employee were assigned aunique identifier at the time of hire. Social Security
would work best since every employee is required to have one before being hired.

Composite Keys
Sometimes it requires more than one attribute to uniquely identify an entity. A primary key that
made up of more than one attribute is known as a composite key. Figure 1 shows an example of a

composite key. Each instance of the entity Work can be uniquely identified only by a composite
key composed of Employee ID and Project ID.

Figure 1. Example of Composite Key

WORK
Employee ID Project ID Hours Worked

01 01 200
01 02 120
02 01 50

02 03 120
03 03 100
03 04 200

Artificial Keys

An artificial keyis one that has no meaning to the business or organization. Artificial keys are
permitted when 1) no attribute has all the primary key properties, or 2) the primary key is large
and complex.

Primary Key Migration

Dependent entities, entities that depend on the existence of another entity for their identification,
inherit the entire primary key from the parent entity. Every entity within a generalization
hierarchy inherits the primary key of the root generic entity.

Define Key Attributes

Once the keys have been identified for the model, it is time to name and define the attributes that
have been used as keys.

There is no standard method for representing primary keysin ER diagrams. For this document,
the name of the primary key followed by the notation (PK) is written inside the entity box. An
example is shown in Figure 2A.



Figure 2: Entitieswith Key Attributes
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Validate K eys and Relationships

Basic rules governing the identification and migration of primary keys are:

*

Every entity in the data model shall have a primary key whose values uniquely
identify entity instances.

* The primary key attribute cannot be optional (i.e., have null values).
* The primary key cannot have repeating values. That is, the attribute may not have

more than one value at atime for a given entity instance is prohibited. Thisis
known as the No Repesat Rule.

Entities with compound primary keys cannot be split into multiple entities with
simpler primary keys. Thisis called the Smallest Key Rule.

Two entities may not have identical primary keys with the exception of entities
within generalization hierarchies.

The entire primary key must migrate from parent entities to child entities and from
supertype, generic entities, to subtypes, category entities.

Foreign Keys

A foreign key is an attribute that completes a relationship by identifying the parent entity.
Foreign keys provide a method for maintaining integrity in the data (called referential integrity)
and for navigating between different instances of an entity. Every relationship in the model must
be supported by aforeign key.



Identifying Foreign Keys

Every dependent and category (subtype) entity in the model must have aforeign key for each
relationship in which it participates. Foreign keys are formed in dependent and subtype entities
by migrating the entire primary key from the parent or generic entity. If the primary key is
composite, it may not be split.

Foreign Key Ownership

Foreign key attributes are not considered to be owned by the entities to which they migrate,
because they are reflections of attributes in the parent entities. Thus, each attribute in an entity is
either owned by that entity or belongs to aforeign key in that entity.

If the primary key of achild entity contains all the attributes in aforeign key, the child entity is
said to be "identifier dependent” on the parent entity, and the relationship is called an
"identifying relationship." If any attributesin aforeign key do not belong to the child's primary
key, the child is not identifier dependent on the parent, and the relationship is called "non
identifying."

Diagramming Foreign Keys

Foreign keys attributes are indicated by the notation (FK) beside them. An exampleis shown in
Figure 2 (b) above.

Summary

Primary and foreign keys are the most basic components on which relational theory is based.
Each entity must have a attribute or attributes, the primary key, whose values uniquely identify
each instance of the entity. Every child entity must have an attribute, the foreign key, that
completes the association with the parent entity.

The next step in building the model isto Add Attributesto the Model.



Adding Attributesto the M odel

Non-key attributes describe the entities to which they belong. In this section, we discuss the rules
for assigning non-key attributes to entities and how to handle multivalued attributes.

Relate attributesto entities
Non-key attributes can be in only one entity. Unlike key attributes, non-key attributes never
migrate, and exist in only one entity. from parent to child entities.

The process of relating attributes to the entities begins by the modeler, with the assistance of the
end-users, placing attributes with the entities that they appear to describe. Y ou should record
your decisions in the entity attribute matrix discussed in the previous section. Once thisis
completed, the assignments are validated by the formal method of normalization.

Before beginning formal normalization, the rule is to place non-key attributes in entities where
the value of the primary key determines the values of the attributes. In general, entities with the
same primary key should be combined into one entity. Some other guidelines for relating
attributes to entities are given below.

Parent-Child Relationships

* With parent-child relationships, place attributes in the parent entity where it
makes sense to do so (as long as the attribute is dependent upon the primary key)

* |If aparent entity has no non-key attributes, combine the parent and child entities.

Multivalued Attributes

If an attribute is dependent upon the primary key but is multivalued, has more than one value for
aparticular value of the key), reclassify the attribute as a new child entity. If the multivalued
attribute is unique within the new entity, it becomes the primary key. If not, migrate the primary
key from the original, now parent, entity.

For example, assume an entity called PROJECT with the attributes Proj_ID (the key),
Proj_Name, Task_ID, Task_Name

PROJECT
Proj 1D Proj_Name Task _ID Task_Name
01 A 01 Analysis
01 A 02 Design
01 A 03 Programming
01 A 04 Tuning
02 B 01 Analysis



Task_ID and Task_Name have multiple values for the key attribute. The solution isto create a
new entity, let's call it TASK and make it a child of PROJECT. Move Task_ID and Task_Name
from PROJECT to TASK. Since neither attribute uniquely identifies atask, the final step would
beto migrate Proj_ID to TASK.

Attributes That Describe Relations

In some cases, it appears that an attribute describes a relationship rather than an entity (in the
Chen notation of ER diagrams this is permissible). For example,

aMEMBER borrows BOOKS.

Possible attributes are the date the books were checked out and when they are due. Typicaly,
such a situation will occur with a many-to-many relationship and the solution is the same.
Reclassify the relationship as a new entity which is achild to both original entities. In some
methodologies, the newly created is called an associative entity. See Figure 1 for an example of
an converting arelationship into an associative entity.

A. Many-to-Many Relationship Unresolred

ErMPLOYEE PROJECT
a?ﬁsignedtn
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EMPLOYEE A5 SIGMENT FROJECT

are gQiven done by




Derived Attributes and Code Values

Two areas where data modeling experts disagree is whether derived attributes and attributes
whose values are codes should be permitted in the data model.

Derived attributes are those created by aformula or by a summary operation on other attributes.
Arguments against including derived data are based on the premise that derived data should not
be stored in a database and therefore should not be included in the data model. The argumentsin
favor are:

* derived data is often important to both managers and users and therefore should
be included in the data model.

* jtisjust asimportant, perhaps more so, to document derived attributes just as you
would other attributes

* including derived attributes in the data model does not imply how they will be
implemented.

A coded value uses one or more letters or numbers to represent afact. For example, the value
Gender might use the letters "M" and "F" as values rather than "Male" and "Female". Those who
are against this practice cite that codes have no intuitive meaning to the end-users and add
complexity to processing data. Those in favor argue that many organizations have along history
of using coded attributes, that codes save space, and improve flexibility in that values can be
easily added or modified by means of look-up tables.

Including Attributesto the ER Diagram

There is disagreement about whether attributes should be part of the entity-relationship diagram.
The IDEF1X standard specifies that attributes should be added. Many experienced practitioners,
however, note that adding attributes, especially if there are alarge number, clutters the diagram
and detracts from its ability to present the end-user with an overview of how the datais
structured.

Summary
By the end of this stage you should have:

identified, named, and defined data objects and relationships

recorded information about data objects and relationships in the data document
created and refined the ER diagram

assigned attributes to entities

added attributes to ER diagram (optional)

AR A

The next section discusses Generalization Hierarchies.
Generalization Hierarchies



Up to this point, we have discussed describing an object, the entity, by its shared characteristics,
the attributes. For example, we can characterize an employee by their employee id, name, job
title, and skill set.

Another method of characterizing entities is by both similarities and differences. For example,
suppose an organi zation categorizes the work it does into internal and external projects. Internal
projects are done on behalf of some unit within the organization. External projects are done for
entities outside of the organization. We can recognize that both types of projects are similar in
that each involves work done by employees of the organization within a given schedule. Y et we
also recognize that there are differences between them. External projects have unique attributes,
such as a customer identifier and the fee charged to the customer. This process of categorizing
entities by their similarities and differences is known as generalization.

Description

A generalization hierarchy is a structured grouping of entities that share common attributes. It is
apowerful and widely used method for representing common characteristics among entities
while preserving their differences. It is the relationship between an entity and one or more
refined versions. The entity being refined is called the supertype and each refined version is
called the subtype. The general form for a generalization hierarchy is shown in Figure 8.1.

Generalization hierarchies should be used when (1) alarge number of entities appear to be of the
sametype, (2) attributes are repeated for multiple entities, or (3) the model is continually
evolving. Generalization hierarchies improve the stability of the model by allowing changes to be
made only to those entities germane to the change and simplify the model by reducing the
number of entities in the model.

Creating a Generalization Hierarchy

To construct a generalization hierarchy, all common attributes are assigned to the supertype. The
supertype is also assigned an attribute, called a discriminator, whose vaues identify the
categories of the subtypes. Attributes unique to a category, are assigned to the appropriate
subtype. Each subtype also inherits the primary key of the supertype. Subtypes that have only a
primary key should be eliminated. Subtypes are related to the supertypes through a one-to-one
relationship.

Types of Hierarchies

A generalization hierarchy can either be overlapping or disjoint. In an overlapping hierarchy an
entity instance can be part of multiple subtypes. For example, to represent people at a university
you have identified the supertype entity PERSON which has three subtypes, FACULTY, STAFF,
and STUDENT. It is quite possible for an individual to be in more than one subtype, a staff
member who is also registered as a student, for example.

Inadisjoint hierarchy, an entity instance can be in only one subtype. For example, the entity
EMPLOY EE, may have two subtypes, CLASSIFIED and WAGES. An employee may be one
type or the other but not both. Figure 1 shows A) overlapping and B) digoint generalization
hierarchy.



Figure 1: Examples of Generalization Hierarchies
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Rules

The primary rule of generalization hierarchies isthat each instance of the supertype entity must
appear in at least one subtype; likewise, an instance of the subtype must appear in the supertype.



Subtypes can be a part of only one generalization hierarchy. That is, a subtype can not be related
to more than one supertype. However, generalization hierarchies may be nested by having the
subtype of one hierarchy be the supertype for another.

Subtypes may be the parent entity in arelationship but not the child. If this were allowed, the
subtype would inherit two primary keys.

Summary

Generalization hierarchies are a structure that enables the modeler to represent entities that share
common characteristics but also have differences.

The next and final step in the modeling processisto Add Data I ntegrity Rules.



Add Data Integrity Rules

Dataintegrity is one of the cornerstones of the relational model. Simply stated data integrity
means that the data values in the database are correct and consistent.

Dataintegrity is enforced in the relational model by entity and referential integrity rules.
Although not part of the relational model, most database software enforce attribute integrity
through the use of domain information.

Entity Integrity
The entity integrity rule states that for every instance of an entity, the value of the primary key

must exist, be unique, and cannot be null. Without entity integrity, the primary key could not
fulfill its role of uniquely identifying each instance of an entity.

Referential Integrity

The referential integrity rule states that every foreign key value must match a primary key value
in an associated table. Referential integrity ensures that we can correctly navigate between
related entities.

Insert and Delete Rules

A foreign key creates a hierarchical relationship between two associated entities. The entity
containing the foreign key is the child, or dependent, and the table containing the primary key
from which the foreign key values are obtained is the parent.

In order to maintain referentia integrity between the parent and child as dataisinserted or
deleted from the database certain insert and delete rules must be considered.

Insert Rules
Insert rules commonly implemented are:

* Dependent. The dependent insert rule permitsinsertion of child entity instance
only if matching parent entity already exists.

*  Automatic. The automatic insert rule always permits insertion of child entity
instance. If matching parent entity instance does not exist, it is created.

* Nullify. The nullify insert rule always permits the insertion of child entity
instance. If amatching parent entity instance does not exist, the foreign key in
childis set to null.

* Default. The default insert rule always permits insertion of child entity instance.
If amatching parent entity instance does not exist, the foreign key in the child is
set to previously defined value.



* Customized. The customized insert rule permits the insertion of child entity
instance only if certain customized validity constraints are met.

* No Effect. Thisrule states that the insertion of child entity instance is always
permitted. No matching parent entity instance need exist, and thus no validity
checking is done.

Delete Rules

* Restrict. Therestrict delete rule permits deletion of parent entity instance only if
there are no matching child entity instances.

* Cascade. The cascade delete rule aways permits deletion of a parent entity
instance and deletes all matching instances in the child entity.

* Nullify. The nullify delete rules always permits deletion of a parent entity
instance. If any matching child entity instances exist, the values of the foreign
keysin those instances are set to null.

* Default. The default rule always permits deletion of a parent entity instance. If
any matching child entity instances exist, the value of the foreign keys are set to a
predefined default val ue.

* Customized. The customized delete rule permits deletion of a parent entity
instance only if certain validity constraints are met.

* No Effect. The no effect delete rule always permits deletion of a parent entity
instance. No validity checking is done.

Delete and Instert Guidédines

The choice of which rule to use is determined by Some basic guidelines for insert and delete
rules are given below.

* Avoid use of nullify insert or delete rules. Generaly, the parent entity in a parent-
child relationship has mandatory existence. Use of the null insert or delete rule
would violate thisrule.

*  Use either automatic or dependent insert rule for generalization hierarchies. Only
these rules will keep the rule that all instances in the subtypes must also bein the
supertype.

* Use the cascade delete rule for generalization hierarchies. Thisrule will enforce
the rule that only instances in the supertype can appear in the subtypes.



Domains

A domainisavalid set of values for an attribute which enforce that values from an insert or
update make sense. Each attribute in the model should be assigned domain information which
includes:

*

Data Type—Basic data types are integer, decimal, or character. Most data bases
support variants of these plus special data typesfor date and time.

L ength—Thisis the number of digits or charactersin the value. For example, a
value of 5 digits or 40 characters.

Date Format—The format for date values such as dd/mm/yy or yy/mm/dd
Range—The range specifies the lower and upper boundaries of the values the
attribute may legally have

Constraints—Are specia restrictions on allowable values. For example, the
Beginning_Pay Date for a new employee must always be the first work day of the
month of hire.

Null support—Indicates whether the attribute can have null values

Default value (if any)—The value an attribute instance will haveif avalueis not
entered.

Primary Key Domains

The values of primary keys must be unique and nulls are not allowed.

Foreign Key Domains

The data type, length, and format of primary keys must be the same as the corresponding primary
key. The uniqueness property must be consistent with relationship type. A one-to-one
relationship implies a unique foreign key; a one-to-many relationship implies a non-unique
foreign key.



Overview of the Relational M odel

The relational model was formally introduced by Dr. E. F. Codd in 1970 and has evolved since
then, through a series of writings. The model provides asimple, yet rigorously defined, concept
of how users perceive data. The relational model represents data in the form of two-dimension
tables. Each table represents some real-world person, place, thing, or event about which
information is collected. A relational database is a collection of two-dimensional tables. The
organization of datainto relational tables is known as the logical view of the database. That is,
the form in which arelational database presents data to the user and the programmer. The way
the database software physically stores the data on a computer disk systemis called the inter nal
view. The internal view differs from product to product and does not concern us here.

A basic understanding of the relational model is necessary to effectively use relational database
software such as Oracle, Microsoft SQL Server, or even personal database systems such as
Access or Fox, which are based on the relational model.

This document is an informal introduction to relational concepts, especially as they relate to
relational database design issues. It is not a complete description of relational theory.

This section discusses the basic concepts—data structures, relationships, and data integrity—that
are the basis of the relational model.

Data Structure and Terminology
Notation

Properties of Relational Tables
Relationships and Keys

Data Integrity

Relationa Data Manipulation
Normalization

Advanced Normalization
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Data Structure and Terminology

In the relational model, a database is a collection of relationa tables. A relational tableis aflat
file composed of a set of named columns and an arbitrary number of unnamed rows. The
columns of the tables contain information about the table. The rows of the table represent
occurrences of the "thing" represented by the table. A data valueis stored in the intersection of a
row and column. Each named column has a domain, which is the set of values that may appear in
that column. Figure 1 shows the relational tables for a simple bibliographic database that stores
information about book title, authors, and publishers.



Figurel

A Relational Data Base

AUTHOR
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TITLE
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PUBLISHER AUTHOR _TITLE
pub_id pub_name city au_id title_id
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There are alternate names used to describe relational tables. Some manuals use the terms tables,
fields, and records to describe relational tables, columns, and rows, respectively. The formal
literature tends to use the mathematical terms, relations, attributes, and tuples. Figure 2
summarizes these naming conventions.

Figure 2: Terminology

In This Formal Many Database
Document Terms Manuals
Relational Relation Table
Table
Column Attribute Field
Row Tuple Record
Notation

Relational tables can be expressed concisely by eliminating the sample data and showing just the
table name and the column names. For example,

AUTHOR (au_id, au_Iname, au_fname, address, city, state, zip)
TITLE (title_id, title, type, price, pub_id)
PUBLISHER (pub_id, pub_name, city)

AUTHOR TITLE  (au_id, pub_id)

Properties of Relational Tables

Relational tables have six properties:

Values are atomic.

Column values ar e of the same kind.
Each row is unique.

The sequence of columnsisinsignificant.
The sequence of rowsisinsignificant.
Each column must have a unique name.

ourwNE

Values Are Atomic

This property implies that columnsin arelational table are not repeating group or arrays. Such
tables are referred to as being in the "first normal form" (INF). The atomic value property of
relational tables isimportant because it is one of the cornerstones of the relational model.

The key benefit of the one value property is that it simplifies data manipulation logic.



Column Values Are of the Same Kind

Inrelational terms this means that all values in a column come from the same domain. A domain
isaset of values which acolumn may have. For example, aMonthly _Salary column contains
only specific monthly salaries. It never contains other information such as comments, status
flags, or even weekly salary.

This property simplifies data access because devel opers and users can be certain of the type of
data contained in agiven column. It also simplifies data validation. Because all values are from
the same domain, the domain can be defined and enforced with the Data Definition Language
(DDL) of the database software.

Each Row isUnique

This property ensures that no two rows in arelational table are identical; thereis at least one
column, or set of columns, the values of which uniquely identify each row in the table. Such
columns are called primary keys and are discussed in more detail in Relationships and K eys.

This property guarantees that every row in arelational table is meaningful and that a specific row
can be identified by specifying the primary key value.

The Sequence of Columnsis I nsignificant

This property states that the ordering of the columnsin the relational table has no meaning.
Columns can be retrieved in any order and in various sequences. The benefit of this property is
that it enables many users to share the same table without concern of how the table is organized.
It also permits the physical structure of the database to change without affecting the relational
tables.

The Sequence of Rowsis I nsignificant

This property is analogous the one above but applies to rows instead of columns. The main
benefit is that the rows of arelational table can be retrieved in different order and sequences.
Adding information to arelational table is simplified and does not affect existing queries.

Each Column Has a Unique Name

Because the sequence of columnsisinsignificant, columns must be referenced by name and not
by position. In general, a column name need not be unique within an entire database but only
within the table to which it belongs.



Relationships and Keys

A relationship is an association between two or more tables. Relationships are expressed in the
data values of the primary and foreign keys.

A primary key is a column or columns in atable whose values uniquely identify each row in a
table. A foreign key is a column or columns whose values are the same as the primary key of
another table. You can think of aforeign key as a copy of primary key from another relational
table. The relationship is made between two relational tables by matching the values of the
foreign key in one table with the values of the primary key in another.

Keys are fundamental to the concept of relational databases because they enable tablesin the
database to be related with each other. Navigation around arelational database depends on the
ability of the primary key to unambiguously identify specific rows of atable. Navigating between
tables requires that the foreign key is able to correctly and consistently reference the vaues of
the primary keys of arelated table. For example, the figure below shows how the keysin the
relational tables are used to navigate from AUTHOR to TITLE to PUBLISHER.

AUTHOR TITLE isan al key table used to link AUTHOR and TITLE. Thisrelationa tableis
required because AUTHOR and TITLE have a many-to-many relationship.



Navigating Between Tables Using Keys
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Data Integrity

Data integrity means, in part, that you can correctly and consistently navigate and manipul ate the
tables in the database. There are two basic rules to ensure data integrity; entity integrity and
referential integrity.

The entity integrity rule states that the value of the primary key, can never be anull value (anull
valueis onethat has no value and is not the same as a blank). Because a primary key is used to
identify aunique row in arelational table, its value must always be specified and should never be
unknown. The integrity rule requires that insert, update, and del ete operations maintain the
uniqueness and existence of al primary keys.

The referential integrity rule states that if arelational table has aforeign key, then every value of
the foreign key must either be null or match the valuesin the relational table in which that
foreign key isaprimary key.

Relational Data Manipulation

Relational tables are sets. The rows of the tables can be considered as elements of the set.
Operations that can be performed on sets can be done on relational tables. The eight relational
operations are:

Union

The union operation of two relational tables is formed by appending rows from one table with
those of a second table to produce athird. Duplicate rows are eliminated. The notation for the
union of TablesA and B isA UNION B.

The relational tables used in the union operation must be union compatible. Tables that are union
compatible must have the same number of columns and corresponding columns must come from
the same domain. Figurel shows the union of A and B.

Note that the duplicate row [1, A, 2] has been removed.



Figurel: A UNION B
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Difference

The difference of two relational tablesis athird that contains those rows that occur in the first
table but not in the second. The Difference operation requires that the tables be union
compatible. Aswith arithmetic, the order of subtraction matters. That is, A - B is not the same as
B - A. Figure2 shows the different results.

Figure 2: The Difference Operator
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The intersection of two relational tables is athird table that contains common rows. Both tables
must be union compatible. The notation for the intersection of A and B isA [intersection] B=C
or A INTERSECT B. Figure3 showsthe singlerow [1, A, 2] appearsin both A and B.



Figure3: Intersection
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Product

The product of two relational tables, also called the Cartesian Product, is the concatenation of
every row in one table with every row in the second. The product of table A (having m rows) and
table B (having n rows) isthetable C (having m x n rows). The product isdenoted asA X B or A
TIMESB.

Figure 4: Product

A B A TIMES B

LI O |3
O m X
m-h-Ml-:
o e — |
m 7 3 M
DlIlh.'ll:
1]
Een
1]
H
-1}
=
=
ELs
=
k]
|.E'

oW o kY R R = = —

0O 0O mmm > F OF

LT LR L T A - T T NI N

L | B - |

m 33 F M3 > moQaF
[

The product operation is by itself, not very useful. However, it is often used as an intermediate
processin a Join.

Projection

The project operator retrieves a subset of columns from atable, removing duplicate rows from
the result.

Selection

The select operator, sometimes called restrict to prevent confusion with the SQL SELECT
command, retrieves subsets of rows from arelational table based on avalue(s) in a column or
columns.



Join

A join operation combines the product, selection, and, possibly, projection. The join operator
horizontally combines (concatenates) data from one row of atable with rows from another or the
same table when certain criteria are met. The criteria involve a relationship among the columns
inthejoin relational table. If the join criterion is based on equality of column vaue, the result is
called an equijoin. A natural join, is an equijoin with redundant columns removed.

Figure 5illustrates ajoin operation. Tables D and E are joined based on the equality of k in both
tables. The first result is an equijoin. Note that there are two columns named k; the second result
isanatural join with the redundant column removed.

Figure5: Join
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Joins can aso be done on criteria other than equality.
Division

The division operator results in columns values in one table for which there are other matching
column values corresponding to every row in another table.



Figure 6: Division
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Normalization

Normalization is a design technique that is widely used as a guide in designing relational
databases. Normalization is essentially atwo step process that puts data into tabular form by
removing repeating groups and then removes duplicated from the relational tables.

Normalization theory is based on the concepts of normal forms. A relational table is said to be a
particular normal form if it satisfied acertain set of constraints. There are currently five normal
forms that have been defined. In this section, we will cover the first three normal forms that were
defined by E. F. Codd.

Basic Concepts

The goal of normalization is to create a set of relational tables that are free of redundant data and
that can be consistently and correctly modified. This means that all tablesin arelational database
should be in the third normal form (3NF). A relational tableisin 3NF if and only if all non-key
columns are (a) mutually independent and (b) fully dependent upon the primary key. Mutual
independence means that no non-key column is dependent upon any combination of the other
columns. The first two normal forms are intermediate steps to achieve the goal of having all
tablesin 3NF. In order to better understand the 2NF and higher forms, it is necessary to
understand the concepts of functional dependencies and losd ess decomposition.

Functional Dependencies

The concept of functional dependenciesis the basis for the first three norma forms. A column,
Y, of therelational table R is said to be functionally dependent upon column X of R if and only
if each vaue of X in Risassociated with precisely one value of Y at any giventime. X and Y
may be composite. Saying that column Y is functionally dependent upon X isthe same as saying
the values of column X identify the values of column Y. If column X isaprimary key, then all
columns in the relational table R must be functionally dependent upon X.

A short-hand notation for describing a functional dependency is:
RXx—>; Ry

which can be read asin the relational table named R, column x functionally determines
(identifies) columnyy.

Full functional dependence applies to tables with composite keys. Column Y in relational table
Risfully functional on X of Rif it isfunctionally dependent on X and not functionally
dependent upon any subset of X. Full functional dependence means that when aprimary key is
composite, made of two or more columns, then the other columns must be identified by the entire
key and not just some of the columns that make up the key.



Overview

Simply stated, normalization is the process of removing redundant data from relational tables by
decomposing (splitting) arelational table into smaller tables by projection. The goal isto have
only primary keys on the left hand side of afunctional dependency. In order to be correct,
decomposition must be lossless. That is, the new tables can be recombined by a natural join to
recreate the original table without creating any spurious or redundant data.

Sample Data

Datataken from Date [Date90] is used to illustrate the process of normalization. A company
obtains parts from a number of suppliers. Each supplier islocated in one city. A city can have
more than one supplier located there and each city has a status code associated with it. Each
supplier may provide many parts. The company creates a simple relational table to store this
information that can be expressed in relational notation as:

FIRST (s#, status, city, p#, qty)

where

SH supplier identifcation number (thisisthe primary key)
status status code assigned to city

city  name of city where supplier islocated

p# part number of part supplied

gty> quantity of parts supplied to date

In order to uniquely associate quantity supplied (qty) with part (p#) and supplier (s#), a
composite primary key composed of s# and p# is used.

First Normal Form

A relational table, by definition, isin first normal form. All values of the columns are atomic.
That is, they contain no repeating values. Figurel shows the table FIRST in INF.



Figurel: Tablein INF
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Although the table FIRST isin 1INF it contains redundant data. For example, information about
the supplier's location and the location's status have to be repeated for every part supplied.
Redundancy causes what are called update anomalies. Update anomalies are problems that arise
when information is inserted, deleted, or updated. For example, the following anomalies could
occur in FIRST:

* INSERT. Thefact that a certain supplier (s5) islocated in a particular city
(Athens) cannot be added until they supplied a part.

* DELETE. If arow is deleted, then not only is the information about quantity and
part lost but also information about the supplier.

* UPDATE. If supplier s1 moved from London to New Y ork, then six rows would
have to be updated with this new information.

Second Normal Form

The definition of second normal form states that only tables with composite primary keys can be
in INF but not in 2NF.

A relational tableisin second normal form 2NF if it isin INF and every non-key column
isfully dependent upon the primary key.

That is, every non-key column must be dependent upon the entire primary key. FIRST isin INF
but not in 2NF because status and city are functionally dependent upon only on the column s# of
the composite key (s#, p#). This can be illustrated by listing the functional dependenciesin the
table:



s# —> city, status
city —> status

(s#p#) —> qty

The process for transforming a INF table to 2NF is:

1. Identify any determinants other than the composite key, and the columns they determine.

2. Create and name a new table for each determinant and the unigue columns it determines.

3. Move the determined columns from the original table to the new table. The determinate
becomes the primary key of the new table.

4. Delete the columns you just moved from the original table except for the determinate
which will serve as aforeign key.

5. Theorigina table may be renamed to maintain semantic meaning.

To transform FIRST into 2NF we move the columns s#, status, and city to anew table called
SECOND. The column s# becomes the primary key of this new table. The results are shown
below in Figure 2.

Figure 2: Tablesin 2NF
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Tables in 2NF but not in 3NF still contain modification anomalies. In the example of SECOND,
they are:

INSERT. The fact that a particular city has a certain status (Rome has a status of 50)
cannot be inserted until thereis a supplier in the city.

DELETE. Deleting any row in SUPPLIER destroys the status information about the city
aswell as the association between supplier and city.



Third Normal Form

The third normal form requires that all columnsin arelational table are dependent only upon the
primary key. A more formal definitioniis:

A relational tableisin third normal form (3NF) if it is aready in 2NF and every non-key
column is non transitively dependent upon its primary key. In other words, all nonkey
attributes are functionally dependent only upon the primary key.

Table PARTS isaready in 3NF. The non-key column, qty, is fully dependent upon the primary
key (st#, p#). SUPPLIER isin 2NF but not in 3NF because it contains a transitive dependency. A
transitive dependency is occurs when a non-key column that is a determinant of the primary key
is the determinate of other columns. The concept of atransitive dependency can be illustrated by
showing the functional dependenciesin SUPPLIER:

SUPPLIER.s# —> SUPPLIER.status
SUPPLIER.s# —> SUPPLIER.city
SUPPLIER.city —> SUPPLIER.status

Note that SUPPLIER.status is determined both by the primary key s# and the non-key column
city. The process of transforming atableinto 3NF is:

1

Identify any determinants, other the primary key, and the columns they determine.

2. Create and name a new table for each determinant and the unique columns it determines.
3. Move the determined columns from the original table to the new table. The determinate
becomes the primary key of the new table.

4

Delete the columns you just moved from the original table except for the determinate which will
serve as aforeign key.

5. The original table may be renamed to maintain semantic meaning.

To transform SUPPLIER into 3NF, we create a new table called CITY_STATUS and move the
columns city and status into it. Status is deleted from the original table, city isleft behind to
serve asaforeign key to CITY_STATUS, and the original table is renamed to SUPPLIER_CITY
to reflect its semantic meaning. The results are shown in Figure 3 below.



Figure 3: Tablesin 3NF
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The results of putting the original table into 3NF has created three tables. These can be
represented in "psuedo-SQL" as.

PARTS (#s, p#, qty)
Primary Key (s#,#p)
Foreign Key (s#) references SUPPLIER_CITY .s#

SUPPLIER_CITY (s#, city)
Primary Key (s#)
Foreign Key (city) references CITY _STATUS.city

CITY_STATUS (city, status)
Primary Key (city)

Advantages of Third Normal Form

The advantages to having relational tablesin 3NF isthat it eliminates redundant data which in
turn saves space and reduces manipulation anomalies. For example, the improvements to our
sample database are:

INSERT. Facts about the status of acity, Rome has a status of 50, can be added even
though thereis not supplier in that city. Likewise, facts about new suppliers can be added
even though they have not yet supplied parts.

DELETE. Information about parts supplied can be deleted without destroying
information about a supplier or acity. UPDATE. Changing the location of a supplier or
the status of acity requires modifying only one row.



Advanced Normalization

After 3NF, al normalization problems involve only tables which have three or more columns and
al the columns are keys. Many practitioners argue that placing entitiesin 3NF is generaly
sufficient because it is rare that entities that are in 3NF are not also in 4NF and 5NF. They
further argue that the benefits gained from transforming entities into 4NF and 5NF are so dight
that it is not worth the effort. However, advanced normal forms are presented because there are
cases where they are required.

Boyce-Codd Normal Form

Boyce-Codd normal form (BCNF) is amore rigorous version of the 3NF deal with relational
tables that had (a) multiple candidate keys, (b) composite candidate keys, and (c) candidate keys
that overlapped .

BCNF is based on the concept of determinants. A determinant column is one on which some of
the columns are fully functionally dependent.

A relational tableisin BCNF if and only if every determinant is a candidate key.

Fourth Normal Form

A relational table isin the fourth normal form (4NF) if it isin BCNF and al multivalued
dependencies are also functional dependencies.

Fourth normal form (4NF) is based on the concept of multivalued dependencies (MVD). A
Multivalued dependency occurs when in arelational table containing at least three columns, one
column has multiple rows whose values match avalue of asingle row of one of the other
columns. A more formal definition given by Date is:

given arelational table R with columns A, B, and C then

R.A —>> R.B (column A multidetermines column B)

istrueif and only if the set of B-values matching a given pair of A-values and C-values
in R depends only on the A-value and is independent of the C-value.

MVD aways occur in pairs. That isR.A —>> R.B holdsif and only if RA —>>R.C
also holds.

Suppose that employees can be assigned to multiple projects. Also suppose that employees can
have multiple job skills. If we record this information in asingle table, al three attributes must
be used as the key since no single attribute can uniquely identify an instance.

The relationship between emp# and prj# is a multivalued dependency because for each pair of
emp#/skill values in the table, the associated set of prj# valuesis determined only by emp# and is



independent of skill. The relationship between emp# and skill is also a multivalued dependency,
since the set of Skill values for an emp#/prj# pair is always dependent upon emp# only.

To transform a table with multivalued dependencies into the 4NF move each MV D pair to anew
table. The result is shown in Figurel.

Figure 1: Tablesin 4NF

Fifth Normal Form

A tableisin thefifth normal form (5NF) if it cannot have aloss ess decomposition into any
number of smaller tables.

While the first four normal forms are based on the concept of functional dependence, the fifth
normal form is based on the concept of join dependence. Join dependency means that an table,
after it has been decomposed into three or more smaller tables, must be capable of being joined
again on common keys to form the original table. Stated another way, SNF indicates when an
entity cannot be further decomposed. 5NF is complex and not intuitive. Most experts agree that
tables that are in the 4NF are also in SNF except for "pathological” cases. Teorey suggests that
true many-to-many-to-many ternary relations are one such case.

Adding an instance to an table that is not in SNF creates spurious results when the tables are
decomposed and then rejoined. For example, let's suppose that we have an employee who uses
design skills on one project and programming skills on another. Thisinformation is shown
below.

emp# prj# skill

1211 11 Design
1211 28 Program

Next we add an employee (1544) who uses programming skills on Project 11.

emp# prj# skill

1211 11 Design
1211 28 Program
1544 11 Program

Next, we project thisinformation into three tables as we did above. However, when we rejoin the
tables, the recombined table contains spurious results.



1211 11 Program <<—spurious data

1211 28 Program
1544 11 Design <<—spurious data
1544 11 Program

By adding one new instance to atable not in 5NF, two fal se assertions were stated:

Assertion 1

*  Employee 1211 has been assigned to Project 11.

* Project 11 requires programming skills.

* Therefore, Employee 1211 must use programming skills while assigned to Project
11.

Assertion 2

*  Employee 1544 has been assigned to project 11.
* Project 11 needs Design skills.
* Therefore, Employee 1544 must use Design skillsin Project 11.
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