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ABSTRACT

Wireless sensor network (WSN) plays an important role in the infrastructure of Internet of Things (loT).
Data visualization is an essential component in WSN to facilitate data scientists to interpret information
clearly and efficiently. In this paper, we conduct a study of XBee based WSN which integrates the DASH
data visualization scheme for building a web-browser based application without using HTML or JavaScript.
The data collected from wireless sensors in a WSN were displayed in a web browser with interactive
functions. The proposed visualization scheme is real-time, cross platform, and hardware independent.
Thus, it could be easily employed on any operating system. Experimental results demonstrated that our
WSN data visualization scheme using XBee Python package and Plotly's DASH is feasible for loT
applications like smart buildings, environment monitoring, as well as other WSN applications.

Key words: Data visualization, Internet of Things, Smart building, Wireless sensor network, XBee, ZigBee.

1 Introduction

Wireless sensor network (WSN) has been widely used in the infrastructure of Internet of Things (loT) [1-
3]. It has been applied to the fields related to smart building management [4], environment monitoring
[5], energy monitoring [6], health monitoring [7], and precision agriculture [8].

Data visualization is an appealing way to interpret the data in anillustrative and graphical form. It typically
converts texts and numbers to aesthetically pleasing visual elements, thus makes them easy to be
recognized by human beings [9]. This is the most important reason why data visualization is so compelling
to data scientists, data engineers, and researchers. Compared to conventional text reading and number
processing by human brain, data visualization can take the same information and make patterns more
understandable and readily perceptible [10].

With increased demand in the application of WSN, data visualization has become a key component of
sensor networks. As dozens or hundreds of sensors generate a large amount of data in WSN, a powerful
visualization tool will help data scientists or decision makers to spot a special event or recognize some
unique patterns quickly and efficiently. In the past decades, researchers have developed a lot of
visualization tools for WSN, such as TinyViz [11], SpyGlass [12], MoteView [13], MeshNetics [14],
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MonSense [15], NetTopo [16], WiseObserver [17], Octopus [18], and Surge Network Viewer [19], etc.
Although these visualization tools are wonderful, most of them are stand-alone computer applications
and have high demand for computer hardware and resources. Some of them were developed on a specific
operating system or hardware platform. While others cannot display the data in real- time and are only
suitable for static data. Furthermore, some of those visualization tools do not provide interactive
functionalities to facilitate user-friendly interface [20-23]. Thus, there is a strong demand for a cross
platform data visualization tool which shall display the real time data in WSN interactively. In addition,
another objective of this study is to develop a powerful data visualization tool for WSN without the need
of advanced programming techniques from the users. As a result, the DASH data visualization framework
from Plotly is the best solution for the above criteria.

1.1 Current Data Visualization Tools in Python

The evolution of computers and digital technology makes data visualization possible to process large
amounts of data in real-time with interactive rendering components [10]. One big challenge, particularly
for data scientists or data engineers, is to represent the innovative ideas via visual means without
concerning too much about programming skills and the platforms. Python, a simple open source and cross
platform script language, fulfills the requirements for non-programming professionals. The users of
Python in scientific fields increased exponentially in the past five years. There are a couple of cross
platform visualization tools developed in Python in recent years, such as Pandas, Matplotlib, Seaborn,
Bokeh, Pygal, PyQtGraph, Plotly, and VisPy [24]. These visualization tools have demonstrated their
technological abilities in different technology fields.

1.2 Python DASH Visualization Scheme

The visualization tools mentioned above are excellent for data scientists or data engineers, but sometimes
there is a strong need to create interactive visualizations and more dynamically explore data like surfing
on the Internet via web browser [25]. Interactive data visualization tools allow users to explore and
analyze data with greater freedom and flexibility. DASH is a cross platform, web browser based, and open
source framework created by the Plotly team that leverages Flask, Plotly.js and React.js to build custom
data visualization applications in Python [26]. DASH provides most attractive interactivity functions
without using HTML or JavaScript. Users can manipulate data in a web browser based environment and
can seamlessly take advantage of their experience on web surfing. It greatly speeds up the development
cycle, simplifies the development difficulty, and shortens the learning curve for data scientists and data
engineers [26].

1.3 Characteristics of Plotly DASH

DASH was recently released in June 2017 by the Plotly team as an open source library. Built on top of
Plotly.js, React.js, and Flask, DASH is ideal for the users to develop web-based visualization application
interactively [26]. Developers can use Python solely for building interactive web browser based
applications. No HTML or JavaScript programming skill is required. Other characteristics of DASH include
that developers can adopt all the plotting capabilities which are user-friendly via Plotly’s
Python framework, access other Python libraries such as Matplotlib or Pandas, and use all of its powers
in their visualization tool impeccably. This open source model was adopted widely by data science and
industry in recent years. Plotly makes this open source package available publicly on GitHub for those
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individuals like data scientists, researchers, and college students [27]. The technical supports, such as
training and large scale deployments, are also available from Plotly based on developer's requests [26].

The remainder of this paper is organized as follows: the configuration of XBee modules in WSN, WSN
topology, the data collection method for the XBee based WSN, and the structure of Python DASH
visualization scheme are presented in Section 2. Section 3 reports the experimental results of wireless
temperature monitoring system for smart buildings. The conclusion and discussion are provided in Section
4,

2 Methods

In this study, we propose an XBee based WSN, in which Python DASH data visualization framework has
been integrated to build a cross platform, web-browser based interactive WSN environmental monitoring
system without using HTML or JavaScript. For the configuration of XBee modules in WSN, one XBee
module works as the coordinator that acts like the root of a tree. The coordinator collects all information
forwarded by routers in WSN and sends them to a computer via USB connection, whereas a router relays
and forwards the information collected by different wireless end nodes in the WSN. Its configuration will
be different from that of the coordinator. In addition, all XBee modules in the same WSN should contain
the same PAN ID number. Detailed procedure of XBee coordinator and router configuration is described
in Faludi's work [28].

Fig. 1 and Fig. 2 show the configurations of an XBee coordinator and a router, respectively, from the XCTU
(a free application created by Digi International Inc. for the XBee module programming, configuration,
troubleshooting, and network management.) Details of the XCTU application can be found at
http://www.digi.com/products/wireless-wired-embedded-solutions/ZigBee-rf-modules/xctu. The

parameters of WSN coordinator and router in XCTU configuration interface are shown in Fig. 1 and Fig. 2,
respectively. The PAN ID is configured as 1 for both XBee coordinator and routers for the simplicity of
demonstration purpose. XCTU is a pure graphic user interface and each parameter of XBee module could
be set individually. User can set up a parameter by clicking the textbox on the right side of the parameter
label where XCTU will pop up a menu and allow the user to select certain values in the menu. XCTU also
uses different colors to indicate the type of the value.

2.1 The XBee Router Configuration

To configure the XBee module as a router, firstly, we need to mount the XBee module on an adapter called
XBee explorer board. Developers can obtain the XBee explorer board from Sparkfun Electronic Inc. or
Adafruit Inc. Secondly, we attach a mini USB cable from this adapter and connect it to a PC. There is an
onboard FT231X USB-to-Serial converter that translates data between XBee and the PC. Finally, we start
the XCTU that will automatically detect the XBee module connected via USB port. User could have an
option to update the firmware of the XBee module after a successful detection. All routers must have the
same PAN ID number with coordinator in the same WSN. Otherwise they will not communicate with each
other. In our XBee router, the value of pin DIOO is configured as ADC input port that has a value 2 as shown
on the first textbox of right screen snapshot in Fig. 1.
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Fig. 1. Configuration of XBee Router: Network addresses setting (left and middle) and the I/O ports setting (right).

2.2 The XBee Coordinator Configuration

*The XBee coordinator configuration interface in Fig. 2 shows that the XBee module has been set to API
mode and the PAN ID of the coordinator must have the same number with the XBee routers in the WSN.
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Fig. 2. Configuration of XBee Coordinator: Network addresses setting (left and middle) and the I/O ports setting
(Right)

There are two parts in the MAC addresses for both coordinator and routers: 1) The High part is always
"13A200" which was assigned by Digi International Inc; 2) The Low address is a hexadecimal number based
on that XBee module. The network addressing configuration values and 1/O ports configuration values are
shown in Fig. 2. In our WSN system, the pin of DIOO for the XBee coordinator is configured as a digital
input port, which has a value of 3 as shown on the first textbox of right screen snapshot in Fig. 2.

2.3 Wireless Sensor Network Topology

After we successfully configure both XBee coordinator and routers, we will test the connections and
display the network topology of our XBee based WSN. The details of hardware are described in our earlier
paper [29]. XCTU’s Network function allows user to discover and visualize the topology and
interconnections of a WSN. To display the topology of our WSN, we switch the setting to “Network
working mode” and click the "Scan" radio button to start the network discovery process. XCTU will scan
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the entire XBee based WSN and display the logical connections and link quality as shown in Fig. 3. For the
demonstration purposes, in this paper, we only use a couple of XBee modules in our WSN system

Fig. 3. Wireless sensor network topology and connection table in the XCTU Network Interface: WSN topology
(left) and topology and connection table (right).

The coordinator is represented by letter 'C' in red color and the router is represented by letter 'R' in green
color in the XBee icons. The wireless sensor network shown in Fig. 3 (left) is a real network and the links
and their signal qualities are detected by XCTU. To find out the detailed connection information for a
specific XBee module, we can click any XBee icon in XCTU network window, a connection table would pop
up and display all of the connections with that XBee module as shown in Fig. 3 (right).

All these XBee modules must be XBee S2, XBee S2 Pro version or newer models that make a mesh wireless
sensor network. It is noted that XBee S1 version only supports point to point communication and thus
cannot be used in a mesh WSN.

After we finish setting up our WSN system, we will collect data and build a data visualization system using
Plotly DASH to display data in a web browser.

2.4 Data Collection of XBee Based Wireless Sensor Network

In order to collect data from serial port in our WSN in Python, we need to include XBee, ZigBee, and serial
packages. The tool to install these packages in Python IDE is called pip. In this study, we use PyCharm
Community 2017, an open source Python IDE to manage our project. As shown in the code snippet of Fig.
4, a Python function called get_serialData() will read XBee data frame collected from the sensors via serial
port. First, we called the xbee.wait_read_frame() function in Python XBee package distributed by Digi
International Inc. and saved it in a variable "responseData."

def get_serialData():
responseData = xbee.wait_read frame()
print("responseData['source_addr long']: ", responseData['source_addr_long'])
temperature = get_temperature(responseData['samples'], format="F")
temp = float(temperature)

return temp

Figure 4. Code snippet of XBee module data collection from serial port.
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Then, we applied a user defined function called get_temperature() to extract the temperature and convert
it in Fahrenheit. The code snippet of get_temperature() function is listed in Fig. 5.

def get_tempm‘ahu'eidata. fom1at="("'):.
readings = [ ]

for item in data:
readings.append(item.get('adc-0"))

volt_average = sum(readings)/float(len(readings))
temperature = (volt_average / 1023.0 * 1.2 * 3.0 * 100) - 273.15
if format=="F":
tcmpcramré = (temperature * 1.8) + 32
return temperature

Fig. 5. Code snippet of XBee module temperature conversion from XBee data frame.

In the code snippet of the function get_temperature(), the temperature was calculated by the following
temperature sensor's formula:

temperature = (volt_average/1023*1.2*3*100) - 273.15

where volt_average is the analog input of the sensor. Since there are a couple of temperature sensors in
our WSN system, we can extract both XBee’s MAC addresses and the corresponding temperature values
in the XBee frame to distinguish different sensors before performing data visualization.

2.5 Structure of the Python DASH Visualization Scheme

In this paper, we employed the DASH visualization scheme, which is an open source library using Python
framework to build web browser based applications. There is no HTML or JavaScript needed in this
structure. Written on top of Flask, Plotly.js, and React.js, DASH is ideal for building data visualization
applications with better user interfaces in pure Python [30]. With DASH, we can create cross platform,
web-based interactive applications in pure Python. It is particularly suitable for data scientists or
researchers who work in data visualization field in Python. Specifically, Plotly keeps a set of visual
components in dash_core_components and dash_html_components library. We imported these
packages for developing DASH visualization applications in this study.

2.5.1 DASH layout

There are two parts in the Python Dash Visualization application. The first part is the layout of the
application and it decides what the application looks like. The second part decides the interactivity of the
DASH application. Furthermore, the DASH layout could be divided in three blocks: Header, Dropdown
menu, and Graph. It is composed of a tree of components like html.Div and dcc.Graph. The
dash_html_components library has a component for each HTML tag.

In this study, we adopted some codes publicly available to researcher & developer [27][30]. As shown in
the code snippet of Fig. 6, the header of the webpage could be created by html.Div and html.H1 with
suitable style. The html.H1(children = 'Wireless Network Building Temperature Monitoring System')
component generates a HTML element (<h1>Wireless Network Building Temperature Monitoring System
</h1>) in the DASH application. The contents in the Dropdown menu will be decided by dcc.Dropdown
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block with corresponding id value and keys in the dictionary. The display interval and style could also be
decided in this step.

app.layout =html.Div([

htm].Div([html.H1("Wireless Network Building Temperature Monitoring System’,
style={'float": 'center", }), ]),
dee.Dropdown(id='room-temp-data’, options=[{'label": s, 'value': s}
fors in data_dict.keys()].

value=["Room1 Temperature','/Room2 Temperature','Room3 Temperature'],

multi=True),
html.Div(children=html.Div(id='graphs’), className="row"),

dcc.Interval(1d="graph-update', interval=100). ]. className="container",

style={"width':'90%','margin-left':15,'margin-right":15,'max-width':50000} )

Fig. 6. Code snippet of DASH layout.

2.5.2 DASH core components

The dash_core_components includes a set of higher-level components like dropdown, graph, markdown
block, etc. Graph renders interactive data using the open source Plotly.js, a JavaScript graphing library.
Plotly.js supports over 35 chart types and renders charts so far in both vector-quality SVG and high-
performance WebGL[26]. Graph component is the same figure argument that is used by Plotly.py, a
Plotly's open source Python graphing library [26].

2.5.3 DASH interaction method

After the DASH layout is created, we map out the interaction among various DASH components. DASH
provided app.callback() decorator to fulfill this requirement. We employed DASH "callback” to bind
interactive components such as dropdowns, graphs, sliders, and text inputs in its application. As shown in
the code snippet of Fig. 7, the parameters we pass into the app.callback decorator include output
components and properties we want to update plus a list of all the input components and properties that
can be used to trigger the function.

(@app.callback(
dash.dependencies. Output('graphs','children'),
[dash.dependencies. Input(' room-temp-data’, 'value")].
events=[dash.dependencies. Event("graph-update’, "interval')] )

Fig. 7. Code snippet of DASH callback.

With DASH interactivity, we can dynamically update any of those properties through the callback function.
That is to say, we could not only update the children’s values of a component and display new text or
figure of a dcc.Graph component, but also update the style of the component or even the option values
of a dcc.Dropdown component. After laying out all of the above components, we define the figure using
a dictionary that contains the figure as well as the data and layout options. Details of these configurations
could be found at www.pythonprogramming.net [27].

2.5.4 Launch of the DASH Application

As shown in Fig. 8, we provided the local host's IP address and the port number for the browser to make
sure it can find and display the data in the proper location when we launch the DASH application. We
launched a web browser and entered address 127.0.0.1:8000 in the address box. The real-time data
collected from XBee based WSN will be displayed in web browser shortly and refreshed periodically.
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if name =—' main "

ZADDRESS="127.0.0.1" PORT=28000
app-run_server(port=PORT. host=ADDRESS)

Fig. 8. Code snippet of launching project.

3 Experimental Results

The XBee based DASH visualization scheme for WSN could be employed on any web browser like Internet
Explorer, Firefox, or Google Chrome. We tested our visualization system displaying the temperature
values from different rooms in a smart building with screen snapshots as shown in Fig. 9. For the
arrangement of the display, when there's only one graph, DASH will take entire row of the browser. If we
select to display two values in the dropdown menu from top, then each value will take half size of the
browser horizontally. When we select more values to display, DASH will arrange the graphics in a matrix
format.

As shown in Fig. 10, when a user performs a mouse over on a specific graph, DASH will show a group of
interactive tools, such as dropdown menu, text box, zoom in, zoom out, auto size, download figure,
expand the size of figure, etc. in the browser to display the value in a pop-up text box and show the
temperature value. We could zoom in and zoom out over a selected area and check more detailed
information. We could also deselect a specific graph from dropdown menu and remove it from visualizing.

_ SEET -

g2 ea 7mes o+ nOOPD&OO =

Wireless Network Building Temperature Monitoring System

‘Wireless Network Building Temperature
Monitoring System

Fig. 9. Visualization system displaying the Fig. 10. Visualization system displaying room
temperature values from different rooms in a smart temperature values with interactivity function.
building.

If we prefer to set up the computer monitor vertically from pivot, we can display all values vertically as
shown in Fig. 11.
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Fig. 11. Visualization system displaying values vertically in the browser with a snapshot of full screen.

4 Conclusions and Discussion
In this paper, we present a web browser based data visualization scheme for WSN. Experiment results
demonstrated that the data collected from wireless sensors in a WSN were displayed in a web browser
with interactive functions. We can select the temperature data from different rooms in a drop-down menu
and visualize them in real- time. We have the option to add or remove some graphs to display in the drop-
down menu. Finally, we can choose the layout on the page depending on how many charts we want to
display.

Our work using this DASH visualization scheme can be extended by further improvement of uploading
data of WSN on cloud and then scraping down to any local machine for visualization in a web browser.
Future improvements include adoption of X4 Portconnect and wireless nodes from Digi International Inc.
to simplify the hardware and improve the reliability of the system.
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